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The World Wide Web is a rich source of material that could be used for educational purposes. Advantages of reusing these existing materials are avoiding the duplicated effort of creating new versions of material that is already in existence, using up-to-date information, and letting the student see the original source materials. This thesis identifies and describes some of the problems that arise when reusing existing materials in tutorials. The thesis then describes Wtutor (Web Tutor), a prototype system for exploring solutions to these problems. Wtutor allows a tutorial author to create a tutorial as a set of paths through the network of documents on the Web and to include assessment points along the trail. Wtutor monitors the student's progress through the tutorial and provides navigational guidance to the student as well as feedback regarding the student's performance on the assessment points. Because the retrieval of Web documents can be slow and unreliable, Wtutor implements a variation of just-in-time prefetching, which allows Wtutor to retrieve most Web documents within tutorials before the student is ready to begin the documents, so student-experienced delays are greatly reduced and frequently completely eliminated. Reusing documents that are owned by authors other than the tutorial author means that the tutorial author does not have control over the content of the included documents. The owners of the documents may make changes to those documents that may or may not affect the appropriateness of the documents for inclusion in the tutorial. In Wtutor, document signatures have been designed and used to confirm that documents have not changed in ways that make them no longer appropriate for inclusion.
in the tutorials. Wtutor provides an environment for both authoring and taking World Wide Web-based tutorials. Future work in this area will focus on providing an enhanced authoring interface and on developing a more portable implementation of the functionality that Wtutor provides.
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INTRODUCTION

The World Wide Web (WWW) is a rich source of material that can be used for educational purposes. The research presented in this dissertation focuses on enabling the incorporation of existing WWW materials into tutorials. One way of reusing materials found on the Web would be to extract the relevant material from the source documents and construct new documents for the tutorial. Another approach would be to make copies of the selected materials and then modify those documents just enough to add navigational links to create the flow through the tutorial. The approach used in this research is to use the original source documents within the tutorial. The assumption that the original source documents will be used within the tutorial will be called the “Original source document” assumption. The Original source document assumption prevents possible problems with intellectual property rights but presents some other problems that have implications for what features the tutorial system must provide.

Reusing existing materials requires a means of adding structure that makes the materials fit within the tutorial flow. Since the tutorial author may not be the owner of the existing material, the method of structuring the materials must not require altering the content of the included documents. When the tutorial author is not the owner of some materials within a tutorial, the possibility exists that those materials may change without the tutorial author’s knowledge. This means that some method of validation is needed to
ensure that materials included in the tutorial have not changed too much. Finally, the distributed nature of the Web leads to possible delays in retrieving documents; the reuse of existing materials requires techniques for dealing with delays or even the unavailability of documents.

There are a number of reasons for reusing materials. The primary reason is that if a tutorial author can reuse existing material, the author is saved the time and effort needed to create original material that merely duplicates what is already available. This is especially true in the cases where the existing material is exceptional—very well written, or written by an acknowledged expert in a field, or provided by the sole source (as in photos from space provided by NASA). Another potential advantage is that the original author may regularly update the contents of materials. In cases where the materials cover rapidly changing fields or provide current data about real-world events, this saves the tutorial author from having to frequently update the materials. Reusing existing materials allows the tutorial author to focus on adding value by organizing and commenting on the existing materials and only creating new material where needed, or where the tutorial author has expertise or significant new contributions to make.

The World Wide Web provides a vast store of globally available information from a variety of sources. Government agencies such as the National Institute of Health, NASA, and the Smithsonian operate multiple Web servers that allow access to data, reports, art and analysis. Most universities and colleges have Internet access and these institutions, departments, faculty, staff and students have set up Web servers to provide
information about the schools and their research. Organizations such as CERN make specifications and proposals available via the Web. Businesses and individuals operate Web sites for self-promotional purposes or for love of a subject. All of these different resources can be used as the source of materials for inclusion in tutorials.

Using existing materials from the WWW for educational purposes presents a number of problems that must be dealt with. The first problem is the filtering problem: with all the material out there on the Web, how does the student know which materials are relevant to the chosen subject area? And of those relevant materials, which best present the subject at a level appropriate for the student? Once the set of appropriate materials has been selected the student is confronted with the navigation problem: given the set of appropriate materials, where should the student start? In what order should the student view those materials? When is the student finished? The next problem is the retrieval problem: are the materials available at the time the student is taking the tutorial? How quickly can the materials be retrieved? Will the student’s train of thought be broken by a long wait for the retrieval of the materials? Finally, assuming the materials can be retrieved, there is the validation problem: is the content of the retrieved materials still appropriate for the tutorial? Or has the material been changed so much that it is no longer appropriate for inclusion in the tutorial?

A SAMPLE WEB-BASED TUTORIAL

In this section, a sample Web-based tutorial is presented. The sample illustrates how an author could use materials from the Web as an integral part of the tutorial, and
also demonstrates some of the problems encountered. The sample tutorial uses materials from a number of sites to explore the life of Dr. Martin Luther King.

In most cases, the tutorial author will likely create an introduction to the tutorial. This allows the tutorial author to establish the context of the tutorial and provides a logical starting point for the student. The initial document of the sample tutorial is shown in Figure 1. Next up on the tour are two documents from the Martin Luther King, Jr., Papers Project at Stanford University, which provides a wealth of research material about Dr. King online. The first of these documents is a brief biography of Dr. King; the first

Figure 1  Introduction to the Martin Luther King tutorial
One of the world's best known advocates of non-violent social change strategies, Martin Luther King, Jr., synthesized ideas drawn from many different cultural traditions. Born in Atlanta on January 15, 1929, King's roots were in the African-American Baptist church. He was the grandson of the Rev. A. D. Williams, pastor of Ebenezer Baptist church and a founder of Atlanta's NAACP chapter, and the son of Martin Luther King, Sr., who succeeded Williams as Ebenezer's pastor and also became a civil rights leader. Although, from an early age, King resented religious emotionalism and questioned literal interpretations of scripture, he nevertheless greatly admired black social gospel proponents such as his father who saw the church as an instrument for improving the lives of African Americans. Morehouse College president Benjamin Mays and other proponents of Christian social activism influenced King's decision after his junior year at Morehouse to become a minister and thereby serve society. His continued skepticism, however, shaped his subsequent theological studies at Crozer Theological Seminary in Chester, Pennsylvania, and at Boston University, where he received a doctorate in systematic theology in 1955. Rejecting offers for academic positions, King decided while completing his Ph.D. requirements to return to the South and accepted the pastorate of Dexter Avenue Baptist Church in Montgomery, Alabama.

On December 5, 1955, five days after Montgomery civil rights activist Rosa Parks refused to obey the city's rules mandating segregation on buses, black residents launched a bus boycott and elected King as president of the newly-formed...
Figure 3  Chronology document of Martin Luther King tutorial

These first three documents illustrate the need for a path mechanism for the World Wide Web. Since the tutorial author created the Introduction, the author was able to put in a link from that document to the biography document. However, the tutorial author is
not the owner of the biography document and therefore cannot update it to add a link to the chronology document. Even though the biography and chronology documents come from the same server, there is no link from the biography to the chronology. For the tutorial to make a direct transition from the biography document to the chronology document requires a path mechanism so that the tutorial author can specify that the chronology should follow the biography, and to lead the student from one to the next.

Following the chronology is another transitional document created by the tutorial author. This document introduces the civil rights section of the tutorial. The civil rights document is shown in Figure 4. As before, the tutorial author cannot add a link from the

---

Figure 4 Civil Rights document of Martin Luther King tutorial
chronology document to the civil rights document, so a path mechanism is required for the tutorial to flow from the chronology document to the civil rights document. The civil rights document introduces the next two documents in the tutorial. Each of these next two documents is provided by a historical archive at another university. The text of Dr. King's Letter from a Birmingham Jail is found on the Historical Text Archive at Mississippi State University. The first page of the text of Dr. King's letter is shown in Figure 5. The text of Dr. King's "I Have a Dream" speech is provided by Steve Thoemke at San Francisco State University; the first page of this speech is shown in Figure 6.

The sample tutorial contains many more documents from the sources already mentioned as well as other sites on the World Wide Web. This short sample tour gives an indication of the richness of the Web as a source of material. It also illustrates why a path mechanism is needed: to lead a student through a set of unlinked but related materials in a meaningful, logical sequence. The path mechanism provides a way for the tutorial author to eliminate the filtering and navigation problems for the student. However, the student is still confronted with the retrieval and validation problems.

THE RETRIEVAL PROBLEM

With self-contained hypertext documents, the hypertext author does not have to worry about retrieval of the document contents. In general, retrieval is an all-or-nothing proposition: if the system that the hypertext document resides on is working, the system will be able to retrieve the document and the retrieval time is dependent on the speed and performance of the system. Because the WWW is a distributed hypertext system, the
LETTER
FROM
BIRMINGHAM
JAIL*

April 16, 1963

MY DEAR FELLOW CLERGYMEN:

While confined here in the Birmingham city jail, I came across your recent statement calling my present activities "unwise and untimely." Seldom do I pause to answer criticism of my work and ideas. If I sought to answer all the criticisms that cross my desk, my secretaries would have little time for anything other than such correspondence in the course of the day, and I would have no time for constructive work. But since I feel that you are men of genuine good will and that your criticisms are sincerely set forth, I want to try to answer your statements in what I hope will be patient and reasonable terms.

*AUTHOR'S NOTE: This response to a published statement by eight fellow clergymen from Alabama (Bishop C. C. J. Carpenter, Bishop Joseph A. Durick, Rabbi Hilton L. Graffman, Bishop Paul Hardin, Bishop Holan B. Harmon, the Reverend George M. Murray, the Reverend Edward V. Ramage and the Reverend Earl Stallings) was composed under somewhat constricting circumstance. Begun on the margins of the newspaper in which the statement appeared while I was in jail, the letter was continued on scraps of writing paper supplied by a friendly Negro trusty, and concluded on a pad my attorneys were eventually permitted to leave me. Although the te

Figure 5  Letter from a Birmingham Jail document from Martin Luther King tutorial
tutorial author can no longer depend on prompt retrieval of all components of the tutorial
when a student is taking the tutorial.
"I Have a Dream"

"I Have a Dream" speech by Martin Luther King, Jr. (incomplete)

This is Martin Luther King, Jr.'s famed speech delivered at the historical March on Washington in 1963. It is reprinted from a Freedomshrine Document.

See also: Foner, Philip S.: THE VOICE OF BLACK AMERICA; New York, 1972

I am happy to join with you today in what will go down in history as the greatest demonstration for freedom in the history of our nation.

Five score years ago, a great American, in whose symbolic shadow we stand today, signed the Emancipation Proclamation. This momentous decree came as a great beacon of hope to millions of slaves, who had been seared in the flames of withering injustice. It came as a joyous daybreak to end the long night of their captivity. But one hundred years later, the colored America is still not free. One hundred years later, the life of the colored American is still sadly crippled by the manacles of segregation and the chains of discrimination.

One hundred years later, the colored American lives on a lonely island of poverty in the midst of a vast ocean of material prosperity. One hundred years later, the island

Figure 6 "I Have a Dream" document from Martin Luther King tutorial
A number of factors can result in delayed retrieval of a Web document—the server the document resides on may be slow, or have a heavy work load, or the network connection between the client and server may have a slow link or be heavily loaded. And these circumstances can be temporary or permanent. Slow response to retrieval requests is a frequent phenomenon on the Web. In a tutorial situation, slow response can be significantly disruptive to the student’s chain of thought. It may cause frustration and irritation with the tutorial.

A Web-based tutorial system should have some means of avoiding student-experienced delays as the student progresses through the tutorial. Delays can be avoided if documents are prefetched; that is, retrieved before the student requests them. The use of paths allows for informed prefetching of documents because the path identifies the URLs which will be viewed and the sequence in which they will be viewed. Prefetching requires balancing goals with conflicting requirements: avoiding student-experienced delays, minimizing excess bandwidth consumption on the Internet, and effectively utilizing local cache space.

In some cases, documents will not be available at all. A Web server may be down for maintenance or because of problems. A Web server may be overloaded with requests and therefore unable to deliver a requested document. There may be network connectivity problems. Any of these could lead to failed requests for documents.

An author should take reliability of a document (or its associated Web server) into account when selecting URLs for inclusion in a tutorial. If a document is on a server that
is frequently down, students taking the tutorial will experience frustration as well as interruptions in the learning process. However, the tutorial system must make allowances for those circumstances in which documents are unavailable.

THE VALIDATION PROBLEM

As noted earlier, reusing existing materials has a number of benefits. However, the fact that someone other than the tutorial author has ownership of those materials can present a problem: the owner of the materials may make changes that make the material no longer appropriate for inclusion in the tutorial. The dilemma lies in the fact that some changes are desirable, while others are not.

For instance, if an author corrects some mistakes in a document, that is a positive change that would be welcome. Similarly, if an author adds new material that reflects new developments in a field, that is probably a positive and welcome change. However, if the new material is significantly longer than the original, or goes into much greater depth, or branches out into a different topic, then the change may not be a positive one with respect to the tutorial.

When a tutorial author selects materials for inclusion in a tutorial, the author must have a target audience in mind and select materials appropriate for that target audience. If a tutorial is targeted to a junior-high audience, then the inclusion of graduate school research papers is probably inappropriate. The tutorial author needs some assurance that when a student is taking the tutorial that documents selected for inclusion in the tutorial have not changed too significantly since the tutorial was created.
OVERVIEW OF THE DISSERTATION

This dissertation presents research into resolving the problems that arise when reusing World Wide Web documents in tutorials. This research used an experimental system called the Wtutor system as the testbed for the research effort. Wtutor is a system that allows a tutorial author to create tutorials as trails through WWW documents. Chapter 2 reviews the research that has been done in the area of providing trails, paths, and guided tours through hypertext materials. Chapter 3 describes the basic tutorial support that provides solutions to the filtering and navigation problems. Chapter 4 presents a set of prefetching techniques and policies that can resolve the retrieval problem. Chapter 5 describes an approach to solving the validation problem. Finally, Chapter 6 describes some of the possible areas of future research.
CHAPTER 2: RELATED WORK

The filtering and navigation problems have long been recognized in the hypertext research community, and much effort has gone into the exploration of solutions for these problems. The article which is most often credited with inspiring the concept of hypertext, Vannevar Bush's "As We May Think", was an attempt to deal with the filtering and navigation problems in the context of a large indexed database of information [Bush].

Bush described a conceptual machine for creating "trails of thought". His memex was a machine containing massive amounts of information on microfilm, with tools for indexing and searching the data. He envisioned trail blazers—researchers who would find connections between elements in the memex data store and create sequential trails linking these elements into a conceptual whole. These trails of thought could then be reviewed by the creator and shared with others.

Bush's concept of linked materials is generally credited with inspiring the development of hypertext. However, the link plays a much more prominent part in hypertext systems than Bush envisioned. Rather than databases of indexed information with occasional trails, hypertext has evolved as sets of highly interconnected nodes of information, with multiple links both into and out of the nodes. Unfortunately, the proliferation of nodes and links leads to the filtering and navigation problems.
THE FILTERING AND NAVIGATION PROBLEMS

In a nutshell, the filtering and navigation problems boil down to too many choices. A reader at a typical hypertext node is presented with several links to choose from, and somehow the reader must decide which one to select. In some cases, the best choice is not even one of the links that is displayed on the document that the reader is viewing. Some of the symptoms of the filtering and navigation problems have been described as the "embedded digression" problem, where a reader follows links and ends up sidetracked further and further from the relevant data, and the "art museum phenomenon", where the range of data presented to the reader is too flat, rich and endless for the reader to make sense of what is important and how it all fits together [Dowling].

Some hypertext researchers have claimed that the navigation problem is not really a problem [Landow]. The claim is that "good writing" is the solution; in other words, the navigation problem is merely an artifact of poorly designed and written hypertext documents. However, this claim is generally made in the context of self-contained hypertexts; that is, documents where a single author or team of authors create the entire document. Reuse of existing documents does not allow the "good writing" solution, because the tutorial author is not necessarily the owner of the source material and may therefore not have control over the contents of source material.

This was illustrated in the sample tutorial (described in Chapter 1) in the first few documents of the tutorial, where the tutorial author wanted the student to proceed from the biography document to the chronology document. Because the biography document is
owned by the Martin Luther King, Jr. Papers Project the tutorial author is not able to add a link to that document connecting to the chronology document.

Even if the tutorial author could add a link to the biography document, doing so may not be desirable. Such a link would serve a specific purpose for the tutorial, but may not be appropriate for other uses of the biography document. What if another tutorial author wanted to include the biography document in a different tutorial? Would the biography document include two "Next" links? Allowing the reuse of documents implies that sequencing information should not be embedded in the documents.

TRAILS, TOURS AND PATHS

To solve the filtering and navigation problems, researchers returned to Bush's original concept of a trail of thought. The intent is to provide a reader with a sequential set of nodes to visit, thereby reducing the cognitive load on the reader by eliminating the filtering and navigation decisions. In the TEXTNET system, Trigg introduced the path mechanism, which provided a sequential history of the nodes a reader visited during a session and allowed the reader to back up and retrace the path [Trigg86]. This feature is now nearly universally provided in all hypertext systems. Trigg expanded on the idea of the path in the Notecards system with Guided Tours. A Guided Tour was a sequential set of stops called Tabletops, where a Tabletop was a set of Notecards which was displayed together. The Guided Tour interface allowed readers to enter or leave a tour, sequentially visit the stops on the tour, or jump between stops on the tour [Trigg88].
Zellweger provided a path mechanism, called a script, in the Cedar programming environment [Zellweger88]. The original version of scripts merely allowed for the sequential playback of documents; Zellweger expanded on this idea with Scripted Documents, which introduced conditional and programmable paths [Zellweger89]. With Scripted Documents readers could single-step through a script, allow the system to step through the script automatically, or browse a script by selecting specific entries from the script to visit.

Hammond and Allinson also used the guided tour approach to implement a tutorial mechanism [Allinson89]. This fit within their overall metaphor of navigation as a travel holiday. The guided tour allowed the reader to visit a sequence of frames. The reader could “step off the bus” at any point of departure; features were provided to enable the reader to rejoin the tour at the point of departure or to return to the start.

In the Grolier project, readers could select guides to lead them through a set of historical materials in a multimedia database [Laurel]. The guides represented a point of view; the set of links from each node were ranked and subsetted by how well they matched the topics which characterized the guide.

One rather extreme approach to eliminating the navigation problem was adopted in the Book Emulator, which presented materials as if in a physical book [Benest]. Not only did the Book Emulator linearize the materials, it presented the materials as pages in a book. When the reader requested the next page, the system would visually depict the
turning of a page. This system allowed links within a book; it does not appear to support external links, which limits its usefulness.

In an effort to eliminate the work involved in creating and maintaining Guided Tours, Guinan and Smeaton developed a system for dynamically generating Guided Tours of retrieved material [Guinan]. Their system would use information retrieval techniques to retrieve hypertext nodes relevant to a reader's query, then use structural information from the links within the nodes to order the nodes, rather than using the traditional information retrieval technique of presenting nodes in order of how well they matched the query. One drawback of this approach is that it requires typed links that provide structural information about the relationships between the selected nodes. The vast majority of links in the World Wide Web are untyped, and therefore do not provide the structural clues required by this approach.

One case where paths have been used to good effect is in Perseus [Marchionini]. Perseus is a large hypertext database of multimedia materials regarding ancient Greece. A path mechanism is provided in Perseus, where paths can be created by both instructors and students.

A primary reason that the use of trails, tours, and guides did not become more widespread was that most research on these techniques was done with closed, self-contained hypertext systems, such that each system had a limited number of nodes to choose from. As noted in [Landow], there simply wasn't a large enough base of widely accessible material to choose from. The explosion in popularity of the World Wide Web
has now provided a huge base of accessible material. The proliferation of nodes and links on the Web has revived interest in trails as an important tool for use with hypertexts.

TOURS ON THE WORLD WIDE WEB

Recent researchers have created path mechanisms for the Web. The BRIO system is one system that has a path mechanism [Roscheisen]. The primary purpose of BRIO is to enable the creation and retrieval of annotations on Web documents. These annotations are stored separately from the annotated document. When annotated documents are retrieved, using a modified Mosaic browser, the existence of the annotations is indicated by icons displayed within the document. Selecting the annotation icons causes the annotations to be retrieved and expanded within the document display.

In BRIO, tours are implemented as a list of links to annotations. A reader takes a tour using a two-pane browser. In one pane the browser shows the list of links that make up the tour; in the other pane the annotated Web documents are displayed.

This approach requires the use of a specific browser; that is, taking a tour requires the use of the BRIO browser. It also requires an annotation on any document that is to be included in the tour. The annotation feature allows a built-in mechanism for the tour author to provide commentary on the included documents, so that rather than having to create introductory or transitional Web documents, the author could include such material in the annotations to the Web documents that are incorporated into the tour.

To avoid the dependence on a particular browser other researchers have built systems that use proxy servers and CGI scripts to implement tours. The reader may use
any standard Web browser to take a tour. Walden's Paths is one such system [Shipman]. Walden's Paths implements paths via a path server, which acts as an intermediary between the reader's browser and the servers that provide the documents in the path. The path server stores the path definitions. Each path is defined as a linear set of URLs; the path may also include annotations for each URL in the path.

When a reader initially connects to the path server, the server presents a list of paths that are defined to the server. When the reader selects a path, the server initiates the tour. As the reader steps through the tour, the path server performs several functions. The path server determines which URL the reader should see. That URL is retrieved by the server. The server then modifies the content of the URL to include navigational controls and information as well as any annotations specified in the path. A sample page from one of the Walden's Paths paths is shown in Figure 7. The left and right arrows at the top of the Web page in Figure 7, the Walden's Paths logo, the numbers with arrows, and the initial text are all inserted by the path server. The arrows allow the reader to move back and forth along the path. The logo takes the reader back to the list of available paths for the server. The numbers graphically represent the path, including the reader's current position in the path, and allow the reader to move to points along the path. The text that immediately follows the numbers comes from the annotations in the path.

In order to track the reader's progress through the path, the path server modifies each link in the Web page so that selecting the link will activate the CGI scripts that
implement the path mechanism. If the reader selects a link that goes off the path, the path server inserts the Walden’s Paths logo and a link to take the reader back to the path.

Because the path server acts as an intermediary between the reader’s browser and the servers that provide the documents in the path, this approach requires twice the normal network traffic because all but inline objects are retrieved in a two-stage process. One way in which Walden’s Paths mitigates this problem is by caching retrieved documents, thereby minimizing the first-stage retrievals. Another side-effect of this approach is that
the embedded documents are not necessarily shown as the reader would see them if the reader directly retrieved the document. Most browsers display the target URL when the reader places the mouse over a link; because the links are modified for Walden’s Paths, the reader would see the invocation of the CGI script rather than the target URL. Walden’s Paths also allows the path author to specify formatting changes to the included documents; although this may improve the suitability of the documents for purposes of the path, it is questionable whether it is appropriate to modify a document while also displaying the URL that identifies it at the same time.

The Footsteps system works in much the same way as Walden’s Paths [Nicol]. In the Footsteps system, a tour is defined in a file which contains a sequential list of URLs to be visited in the tour. The tour is conducted via a CGI script which acts as an intermediary between the reader and the materials within the tour. Whenever a document is retrieved, the script modifies any links within the document and adds navigational controls before displaying materials to the reader.

Footsteps differs from Walden’s Paths in some of the details of implementation. Where Walden’s Paths displays a graphical representation of the path on each page, Footsteps provides a link to an index. The index provides a complete list of the entries on the tour, with the titles of each entry taken from the source documents. Footsteps does not provide a means for the tour author to modify the display of the included documents or to include any annotations. As with Walden’s Paths, Footsteps does require that retrieval occur in two stages.
With trails and tours becoming viable approaches to resolving the filtering and navigation problems on the World Wide Web and allowing the reuse of existing materials, it becomes imperative to address the retrieval and validation problems.
CHAPTER 3: BASIC TUTORIAL SUPPORT

A World Wide Web based tutorial system that allows the reuse of existing materials must provide some means of leading students through materials; i.e. a path or guided tour mechanism. The tutorial author must be able to create paths. The system must be able to track the student’s progress along paths and use that information to guide the student. In order to explore the issues and possible solutions to the problems that arise in Web-based tutorials, an environment was developed that supports the creation and use of Web-based tutorials.

The Wtutor environment is composed of four major components: a tutorial map, Wtutor, Tmosaic, and the World Wide Web. The Wtutor environment is pictured in Figure 8. The tutorial map is a construct that identifies the contents of the tutorial and the ordering of those contents. Wtutor is an Allegro Common-Lisp program that tracks the student’s progress through the tutorial and provides guidance to the student. Tmosaic is a modified version of NCSA Mosaic that is used to retrieve and display the documents that make up the tutorial.

TUTORIAL MAPS

Each tutorial is defined in a tutorial map. The tutorial map contains the URLs for each of the documents within the tutorial. It also specifies the ordering of those URLs via precedence relations between the URLs. Logically, the tutorial map can be thought of as a
directed graph, where the nodes of the graph are URLs and the edges of the graph are precedence relationships between the nodes. See Figure 9, which shows a graphic representation of a tutorial map with four documents. In this example, the Introduction document precedes the Biography document, which precedes the Chronology document, which precedes the Civil Rights document. Physically, the tutorial map is stored as a text file in Lisp syntax.

Figure 9 Sample tutorial map

The precedence requirements in the tutorial map indicate the logical ordering of the documents that make up the tutorial. In Figure 9, the precedence relationship between
the Introduction and Biography documents indicates that the Introduction document should be visited before the Biography document is visited by the student.

The tutorial map allows the author to specify that documents be displayed together; for example, a graphic image such as a map could be displayed along with a commentary that describes a historical trade route that can be found on the map. This feature is similar to tabletops in Notecards [Trigg88] and the multi-headed/multi-tailed links in Multi-head/Multi-tail Mosaic [Ladd]. The together relationship can be used to trigger playback of audio documents that comment on displayed documents.

Tutorial maps allow the definition of groups of URLs. This may make it easier for an author to logically organize the tutorial. For example, in Figure 9, the tutorial author could group together the Introduction, Biography and Chronology documents into a group called “Intro”. The author can specify precedences between groups, or between a group and a URL. The group feature is one of the reasons that an author does not have to specify a completely linear ordering of the materials. The author may identify two groups of URLs and specify that one group precedes the other, without specifying an ordering of the URLs within the groups. Wtutor has selection rules built in for determining which URLs to visit.

The author can also identify alternative relationships between URLs or groups; that is, if URL A and URL B are alternatives, the student does not need to view B if the student has already viewed A. For example, if the Biography document in Figure 9 were provided by an undependable server, the tutorial author may want to create an alternative
document that would provide similar content to the Biography document, so that when the Biography document was unavailable the student could proceed with the tutorial. The alternative relationship, combined with the group feature, allows the author to specify alternative paths within a tutorial. An alternative path may be selected because of the student’s choice or because of availability of materials at the time the student is taking the tutorial. Most guided tour implementations do not allow alternative paths through the materials.

**TMOSAIC**

Tmosaic is a modified version of NCSA Mosaic. It is used to retrieve the Web documents that make up the tutorial and display those documents to the student or tutorial author. The primary modification to NCSA Mosaic was the addition of a socket and corresponding message protocol so that Wtutor could communicate with Tmosaic. The message protocol allows Tmosaic to notify Wtutor of events such as retrieval of a URL, submission of a form, or student requests such as "Next URL". In turn, Wtutor can send requests to Tmosaic such as "Load URL" or "Display Msg".

Another addition to Tmosaic is a menu for selection of tutorial-related functions. Figure 10 shows the Tutor menu. The "Next" and "Previous" options are used to notify Wtutor that the student wants to move forward or backward within the tutorial. The "Load Tutorial Map" option displays a popup window as shown in Figure 11. The student or the tutorial author uses this window to specify a tutorial map to be loaded by Wtutor.
Whenever a URL is retrieved, Tmosaic sends messages to Wtutor specifying that the URL has been retrieved, and asking whether any of the links contained within the URL should be highlighted. Wtutor specifies that a link to a URL should be highlighted when the URL is included in the tutorial map and all precedence requirements for that URL have been met. The tutorial author can specify the highlight color to be used.

As the student proceeds through the tutorial, the highlighted link displays will indicate good next choices to visit. If the student does not have a highlighted link on the currently displayed link, the student can have Wtutor select the next URL to visit by selecting the "Next" option under the "Tutor" menu.

**WTUTOR**

Wtutor tracks the student’s progress through the tutorial map. Wtutor reads in the tutorial map when a student requests the Load Tutorial Map option. When the student is opening the tutorial for the first time, Wtutor finds the first document of the tutorial and instructs Tmosaic to retrieve that document. When Wtutor receives the notification from
Tmosaic that a URL has been retrieved, Wtutor marks the URL entry in the map as visited. If the URL is part of a group, Wtutor also checks to see if all the URLs within the group have been visited; if they have, the group is marked as visited. If the URL has an alternative, the alternative is marked as not needing to be visited.

![Figure 11 Tmosaic Load Tutorial Map popup window](image)

When Wtutor receives notification that a URL has been retrieved, it checks the tutorial map to see if the retrieved URL has a together relationship with another URL. If there is a together relationship, Wtutor requests that Tmosiac retrieve the other document. If the other document needs to be displayed in a Tmosaic window, Wtutor specifies that a
new window should be opened for display of the other document, so that both documents can be viewed at the same time. If the other document is viewed with an external viewer, such as xv, Wtutor does not request a new window.

When the student requests the next URL, Wtutor finds a URL that is ready to visit. Wtutor follows a set of rules in searching for the next URL. The overriding rule is that all the precedents of a URL must have been visited before the URL is selected as the next URL. Wtutor looks first for a consequent of the current URL; if there are none that are acceptable then consequents of the previous URL visited are checked. If none of these are acceptable, Wtutor looks for URLs within the same group as the current node. Finally, Wtutor looks for any URL within the map whose precedence requirements have all been met. If all URLs within the tutorial map have been visited, the student is notified that the tutorial has been completed.

The presence of Wtutor and the use of the tutorial map help eliminate the filtering and navigation problems for the student. The student is free to follow any links that are displayed in the tutorial documents, so exploratory learning is not restricted. If the student follows links to documents that are not part of the tutorial, the Tutor menu provides a means for the student to return to the tutorial. The tutorial map defines the domain of the tutorial, so the student does not have to filter out any tangential links. Because Wtutor and Tmosaic either highlight links or allow the student to request the next document the student does not have to deal with the navigation problem either.
AUTHORING TUTORIALS

In the Wtutor environment, the key responsibility of the tutorial author is to create the tutorial map. While the tutorial map eliminates the filtering problem for the student, it does not solve the problem for the tutorial author. The author must still find or create the documents to include in the tutorial. For this task the author can use tools such as the MetaCrawler [Selberg] to find URLs that may be appropriate. The author must evaluate the candidate documents to determine fitness for inclusion in the tutorial.

The tutorial map is created online by the author. The tutorial author can add or delete URLs from the tutorial map using Wtutor. The author can either name a fully qualified URL to be added to the map, or retrieve a URL using Tmosaic and then specify that the retrieved URL should be added to the tutorial map. The author also specifies the precedence relations in the tutorial map.

Wtutor provides several identifiers to ease the tasks of adding URLs and precedence relations to the map. The most recently retrieved URL and the previously retrieved URL are tracked and can be referred to by keywords *curl* (for current *URL*) and *previous*, respectively. In addition, the tutorial author can mark a particular URL and then refer to the mark later, as in adding a precedence relation between the current *URL* and the marked *URL*.

TOOLS FOR GENERAL TRANSITION PROBLEMS IN WWW BASED TUTORIALS

Creating a good tutorial requires establishing a "flow" through the materials of the tutorial. When an author is creating all the contents of a Web-based tutorial, the author
has complete control over the contents. This control means the author can build a consistent look and feel to the materials and make sure that the transition from each Web page to the next page is smooth and logical.

Reusing documents from the Web makes it more difficult to establish a smooth flow between the elements of the tutorial. The tutorial author no longer has control over the look and feel of each Web page, other than to reject those that are clearly unsuited to the tutorial. One problem that can occur is inconsistent linkage between Web pages. For example, the tutorial author may include a sequence of pages from one author, where those pages each have a “Next” link that the student can follow; while another set of pages may have a “Continue” link.

A more subtle problem concerns the transition between URLs when there is no link between those URLs. When a student is viewing one URL and follows a link to another URL, the transition from the first to the second is aided by the context and content of the link display in the first URL. The information provided by the context and content of the link display allow the student to make inferences regarding the relationship between the two URLs. The student loses this information when going from one URL to another without a connecting link, e.g. via the “Next URL” feature of Wtutor.

One way of avoiding the transition problems is for the author to create introductory or transitional materials and insert these materials between URLs that are logically but not physically linked. Another way is for the author to use the together relationship, which specifies URLs that should be viewed together. This allows the tutorial
author to create explanatory material that can be displayed together with URLs that the
tutorial author did not originate. The together URLs could contain audio segments,
graphics, outlines, or any other material created by the tutorial author to help explain why
the student is viewing the selected material and to help put the material in the proper
context.

STUDENT FEEDBACK

Tutorials frequently include self-assessment sections that help students determine
how well they have learned the material in the tutorial. This type of feedback helps
reinforce the materials for the students. Wtutor provides a means of including assessment
points in tutorials.

In addition to URLs, a tutorial author can include assessment points in the tutorial
map. Wtutor supports author specified multiple choice items as the assessment points. The
author creates assessment points using Tmosaic and a fill-out form. This form is shown in
Figure 12. As shown in Figure 12, the form has entries for a title for the assessment item,
the question, a set of up to five possible answers along with an indication of whether the
answer is correct, and an optional remedial URL (not visible in the figure). The author fills
in the form and submits it; Wtutor captures the information from the form and creates an
assessment point in the tutorial map. The author can add precedence requirements
between assessment points and URLs or other assessment points. Assessment points can
also be included in groups or in together or alternative relations.
When the student comes to an assessment point in the tutorial, Wtutor generates an HTML form containing the question and possible answers. Wtutor then directs Tmosaic to load and display the generated form. Figure 13 shows the form generated from

Figure 12 Fill-out form for creating assessment items
the assessment item illustrated in Figure 12. The student selects an answer from the generated form and submits the form for evaluation. Tmosaic passes the student's response to Wtutor, which compares the student's response to the correct response. If the response is correct the assessment point is marked as completed. Wtutor then notifies the student whether the response was correct and either directs the student to the next URL or assessment point or to the remedial material. Figure 13 also shows a sample of Wtutor's feedback to the student's response to an assessment item. Because the
assessment process is implemented via forms and Wtutor, the tutorial author does not have to write any HTML for the assessment points.

The Wtutor environment as described above provides the basic support for creating and reading tutorials. While the combination of Wtutor and the tutorial map resolve the filtering and navigation problems, the retrieval and validation problems must still be addressed. These problems are further explored in the following chapters—in Chapter 4 the retrieval problem and a possible solution are presented; in Chapter 5 the validation problem and a possible solution are addressed.
CHAPTER 4: SOLVING THE RETRIEVAL PROBLEM

The distributed nature of the World Wide Web introduces another potential problem in the reuse of materials. That problem is access time—the time it takes to retrieve a document. From the reader’s point of view, access time is measured from the time when the reader requests a document to the time the document is displayed for the reader. Therefore, access time includes the time it takes to register the request at the Web server, the server processing time, transmittal time as the data is sent across the network, and the time the browser takes to format the document for display and display it on the screen.

The retrieval of documents takes time under the best of circumstances; the retrieval time can be extended due to heavy network traffic or load on the Web server. Delays due to retrieval time can be a serious impediment to the student’s learning experience. The student’s intended train of thought can be interrupted, and the student can get bored, distracted or frustrated. The variability of retrieval times on the WWW is often especially frustrating.

Most delays due to retrieval time can be eliminated by a tutorial system that prefetches documents prior to the student’s request for the documents. Prefetched documents can be displayed to the student almost instantaneously, so the student does not experience any delay between the request for a document and the display of that document.
The tutorial system's prefetching policy was designed to satisfy specific goals. The goals which have been established for the tutorial system's prefetching policy, ranked in order of precedence, are as follows:

1. Each URL within the tutorial should be prefetched by the time the student requests the URL. In other words, as long as the student is following the tutorial map, the system should retrieve documents before the student requests them.
2. Minimize network resource consumption. Responsible use of the Internet requires that unnecessary traffic be avoided as much as possible.
3. Minimize unnecessary cache consumption. The amount of RAM or disk available for caching prefetched documents may be limited; if so, excessive prefetching may cause cache overflows that could mean documents are no longer available when the student requests them. This would mean the document would have to be retrieved again, so both the first and second goals would be violated.
4. Prefetching should be both interruptable and resumable. A student's request should not be delayed by the completion of a prefetch (unless the prefetch is of the document the student is requesting, in which case completion of the prefetch would minimize the delay). If a prefetch is interrupted, resumability would prevent the loss of any data retrieved prior to the interruption.

If the first goal were the only goal, then the prefetching policy would be simple: retrieve all URLs within the tutorial map as soon as the map is loaded. Assuming enough cache space were available, this would ensure that all documents would be prefetched. However, this approach could consume quite a bit of unnecessary bandwidth and server time, if the tutorial had multiple alternative branches or if the student quit before finishing the tutorial.

The Browser Buddy product from Softbots, Inc. is a Web browser which uses the “prefetch all at initiation” approach [Softbots]. Users use the browser to create lists of URLs. At a later time, a list can be requested. When a list is requested, the Browser Buddy prefetches all the URLs in the list and the user can then browse the URLs. This policy has also been used in Walden's Paths, although the prefetching is only done at the
path server, which means that the documents must still be transmitted from the server to the browser when the reader requests the next document [Shipman].

A better prefetch strategy would take into account the student's position within the sequence of URLs that are to be viewed. A dynamic prefetching strategy is implemented within the SETS system [Steere]. With the SETS Web browser, a document can be treated as a dynamic set of links. When a document has been retrieved and displayed to the user, the user can initiate prefetching of the dynamic set. The browser then initiates multithreaded prefetching of all the URLs within the document. The SETS browser has two options for "throttling" prefetching. The user can (1) specify a limit on the number of outstanding prefetch requests or (2) limit how many URLs to prefetch, e.g. if a dynamic set had ten links in it and the limit were three, the first three URLs would be prefetched initially, but the fourth would not be prefetched until the user actually looked at the first prefetched URL. This approach is primarily geared toward usage with search engines, where a sequential list of URLs that match some search criteria is returned to the user. This list is then treated as a dynamic set.

The other primary approach to prefetching in the WWW has been server-based. The fundamental concept for server-based prefetching is that servers can track accesses to URLs and use historical patterns to predict client behavior. Both [Touch] and [Padmanabhan] describe systems where servers track requests for URLs from clients to identify frequent patterns of access. When a client requests a URL, the server returns not
only the requested URL, but a list of potential next URLs with associated probability ratings that indicate how likely it is that the client will request the URLs.

The client can then select which of the URLs on the list to retrieve. The client may decide not to prefetch some of the URLs for a number of reasons. The client may already have some of the URLs cached; it may have limits on how many URLs it will prefetch; or it may require a minimum probability of retrieval that some URLs on the list do not meet. [Bestavros] describes a slightly different approach. Server predictions are made in the same way, based on historical patterns. However, when the server sends the requested URL, it also automatically sends the predicted URLs.

The server-based approaches to prefetching require servers that will provide predictions to the client. If the servers do not make predictions, then the client has no way of knowing what to prefetch. The server based approach also fails to provide any assistance to the client when a reader goes from one server to another. Server-based prefetching is not well matched to tutorials that include materials from a number of servers.

CONCEPTUAL MODEL OF PREFETCHING

We start with a simplified model of the process of reading through a tutorial. This model initially assumes a number of restrictions for purposes of clarity. These restrictions will gradually be relaxed in order to more accurately model tutorials on the Web.

In the simplest version of the model, the student reads through a tutorial without the system doing any prefetching of documents. In this model, the student requests the
first document, the system retrieves it, the student reads the first document and then requests the next. The process repeats until the student has completed the tutorial. "Reading" a document may mean actually listening to, viewing, or executing the document. The time interval between the presentation of the document to the student and the student's request for the next document is the visitation time for the document. The time interval between the student's request for a document and the display of that document to the student is the retrieval time for the document. The process of reading through a tutorial can be represented graphically as in Figure 14.

![Figure 14 Reading tutorial without prefetching](image)

A prefetching policy that perfectly met all the goals described earlier would eliminate the gaps between the visitation times while still only retrieving the documents actually visited by the student. Figure 15 graphically represents the process of reading through a tutorial when a perfect prefetching policy is in place.

![Figure 15 Reading tutorial with perfect prefetching](image)

A perfect prefetching policy is possible under restricted circumstances. The required restrictions are (1) the retrieval and visitation times are known for all nodes, (2) the sequence of visitation of nodes is known in advance, and (3) the retrieval time of each node is less than the visitation time of the preceding node. Under these restrictions, a
tutorial system can implement "just in time" prefetching. This would retrieve most URLs in advance of the student's needs and limit the documents retrieved to a minimal set. Upon display of a document to the student, the system can then calculate the latest prefetch initiation time (LPIT) for the next document, which is the latest point in time that a prefetch can be initiated and still complete the prefetch before the student requests the document. The latest prefetch initiation time can be calculated by subtracting the retrieval time for the next document from the visitation time for the current document.

Because the retrieval times are restricted to being less than the visitation time of the preceding nodes, and the visitation and retrieval times are known, this policy is guaranteed to prefetch all documents before the student requests them. Because the policy delays prefetch initiation until the latest possible time, the minimum number of documents are retrieved. In the worst case, one extra document would be retrieved; this extra retrieval would only occur if the student ended the session without completing the tutorial. Since the minimum number of documents are retrieved, cache and network utilization is minimized.

The assumption that all retrieval times are less than the preceding visitation time is key in that it ensures that the prefetch of each URL can be completed while the preceding URL is being read by the student. However, this restriction is not always a realistic one. For example, a short text document could be followed by a document containing several imbedded graphic images. In such a case it may only take 15-20 seconds to read the text document while requiring 45-50 seconds to retrieve the following document. Such an
example is illustrated in Figure 16, where the retrieval time of URL C is longer than the visitation time of URL B. If the prefetch for document C is not initiated until document B is displayed, the prefetch will not be complete when the student requests document C.

![Figure 16 Reading tutorial with retrieval times greater than visitation times](image)

Relaxing the restriction on retrieval times means that the latest prefetch initiation times must be calculated at the beginning of the tutorial because some documents may need to be fetched before their preceding document is displayed. In the example in Figure 16, the prefetch of document C would need to be initiated before document B is displayed, while the student is still reading document A. However, this leads to another potential problem. In the example, the prefetch of C would overlap with the prefetch of B. If prefetching is implemented as multithreading, this may not be a problem, although the retrieval times may be longer under multithreaded prefetching.

If prefetching is not multithreaded, the prefetch initiation times must be adjusted to avoid overlapping. In the example in Figure 16, the prefetch of document B would need to be initiated early enough that the prefetch would complete before the required prefetch initiation time for C. In general, the LPITs would be calculated in a two step process.

First, we define the *expected arrival time* for each node as the point in time when we expect the student to request display of that node. This is the time at which the student is expected to arrive at that node in the tutorial. Assuming that all nodes are prefetched
prior to being requested, the expected arrival time for each node is simply the sum of the visitation times for all the preceding nodes in the visitation sequence. Because it is known in advance which nodes will be visited in what sequence, the LPITs can be calculated by starting at the end of the visitation sequence and working backward. For each node, the LPIT is calculated by subtracting the retrieval time for that node from the lesser of (a) the expected arrival time of the node or (b) the LPIT of the following node. Using this approach, the example in Figure 16 is transformed as in Figure 17, where again the only student-experienced delay is at initiation of the tutorial.

![Figure 17 Adjusting for retrieval times greater than visitation times](image)

With the removal of the restriction that retrieval times be less than visitation times, we can no longer guarantee that all documents will be retrieved before the student requests them. In the extreme case, if the retrieval time for each document is greater than the visitation time of the preceding document, the student will experience delay between each node. However, wherever possible the retrievals will be overlapped with visitations, so student experienced delays will be minimized, and no documents will be retrieved until necessary, so network utilization will also be minimized.

The implementations of guided tours on the World Wide Web generally restrict the tours to a linear sequence of nodes. Therefore, the restriction that the sequence of visitation of nodes be known in advance is not an unreasonable one. However, the tutorial
map approach allows for alternative paths, nodes that are displayed together, and points where the student may select which node to visit next. A prefetching policy for the tutorial map model must therefore make allowances for not always knowing in advance the visitation sequence.

Dealing with nodes that are displayed together is not difficult, because the together nodes simply present a special case of overlapping prefetches. The policy would have to adjust the LPIT for one of the together nodes to ensure that retrieval completes before the LPIT of the other node; this solution generalizes for multiple together nodes.

Alternative paths and points where the student may select which node to visit next present more complexity, because these features mean that the system cannot determine in advance the visitation sequence. The prefetching policy must allow for all likely paths through the tutorial, and then adjust as the student progresses through the tutorial. For example, Figure 18 shows a tutorial map with alternative nodes C and D. In the figure, the visitation times are shown above the node, retrieval times below the node. This example illustrates several of the complications that arrive with alternative paths.

First, the system does not know in advance whether the student will visit C or D. This means that the prefetch policy must provide for both C and D to be prefetched by the time the student finishes visiting node B; this also means the prefetch policy must avoid overlapping prefetches for C and D. Second, the prefetch policy must recognize that node E may be visited after either C or D has been visited. This complicates the calculation of
Figure 18  Tutorial map with alternative nodes

the expected arrival time for E, because there is no longer a simple linear sequence from A to E.

The prefetching policy must calculate the expected arrival time in a manner that best fits the policy goals; in this case, that means assuming the earliest possible arrival time. In the example, this would mean assuming the visitation sequence is \{A, B, D, E\}. However, if the student actually visits \{A, B, C, E\}, the policy should adjust for the later arrival time at E and any following nodes. Finally, once the student has visited either C or D, the node which is not visited is unlikely to be visited, which has implications for the management of the cache.

Removing the requirement that the visitation sequence be known in advance reinforces the importance of having clearly defined and prioritized goals for the prefetching policy, because the possibility of alternative paths means that either the system must prefetch nodes that will not be visited or that some nodes will not be prefetched prior
to the student's request for those nodes. The prioritization of the goals determines which of these options the policy should select.

The final restriction, that the visitation and retrieval times be known in advance, is clearly not feasible except in the most rigidly controlled environments. Visitation times will vary from student to student, and retrieval times will vary dependent on time of day, network and server contention, and location of the student relative to the server. The tutorial map provides a place to provide estimates of the expected visitation and retrieval times for the nodes of the tutorial. In the following section, possible methods of dealing with the variability of these times are discussed.

IMPLEMENTATION OF WWW PREFETCHING

To validate the conceptual model of prefetching presented in the previous section, prefetching was implemented in the Wtutor environment. Although Wtutor cannot know in advance the exact sequence of URLs that will be visited, it can use the tutorial map to identify the likely possible paths through the URLs of the tutorial. The tutorial map provides a partial ordering of the documents within the tutorial. As long as the student sticks to the map, Wtutor can prefetch URLs in all cases where there is sufficient time preceding the request for a URL in the map. Wtutor makes adjustments for alternative nodes and points where the student makes choices as described in the previous section.

Wtutor implements a variation of the just-in-time approach to prefetching. Doing this requires knowing the visitation times and retrieval times for the URLs in the tutorial.
Visitation times and retrieval times were added as attributes of the nodes in the map. The values stored in these attributes come from differing sources.

The retrieval time attribute for each URL is a list of historical retrieval times. As an author develops and tests a tutorial map, each time a URL is retrieved the elapsed time for retrieval of that URL is tracked and added to the list. When a student is going through the tutorial, the expected retrieval time is derived from the list of actual retrieval times. The default algorithm for estimating the retrieval time is to take the average of the actual retrieval times and add one standard deviation. This somewhat pessimistic method errs on the side of possibly overestimating the retrieval time. This is in keeping with the primary goal of the prefetch policy, which is to ensure that all nodes are prefetched before the student requests them.

One problem with this method of estimating the retrieval times is that it is based on the experience of the tutorial author, but the author’s experience may not be typical of most or even any students. The retrieval times the author and the students experience can be affected by a number of factors: relative proximity to the servers providing the URLs within the tutorial, the time of day the retrievals are requested, the performance of the connection to the Internet, network contention, and caching at either the server or client. To adjust for this variability, during each session Wtutor tracks the percentage of the actual retrieval times relative to the estimated retrieval times. The differences between the actual and estimated times are tracked by server. The estimated retrieval times are then adjusted by the percentage difference between the estimated and actual times.
The visitation times must be provided as estimates by the tutorial author. Tracking the actual visitation times during development of the tutorial map would not be effective, because the author would not necessarily be reading through the documents during each visit during development of the tutorial. The author may be simply stepping through the documents to evaluate the flow of the tutorial, or switching between documents to make decisions about the order or appropriateness of the documents, or may be referring to one document while creating another. It is reasonable to expect the tutorial author to provide an estimate of the visitation time for each document in the tutorial. The author should have a target audience in mind and should have some idea of how long it will take the target audience members to go through each document.

As with retrieval times, Wtutor tracks the actual visitation times and compares the actual times with the author provided estimates. During a session, Wtutor adjusts the estimates based on the student's actual visitation times. If the student is progressing rapidly through the tutorial, Wtutor reduces the estimated visitation times so that the prefetches will be completed in time.

The timing information provided in the tutorial map may not be very accurate. The author may badly underestimate or overestimate the visitation times. The retrieval times stored in the map may not be anything like those experienced by the student. What are the possible consequences of inaccurate timing information?

At one extreme, if the estimates for visitation times are too high or the estimates for retrieval times are too low, nothing will be prefetched, because the prefetches will not
be initiated before the student requests the URLs. Under these circumstances, the student
will experience the normal delays found on the World Wide Web. At the other extreme, if
the estimates for visitation times are too low or the estimates for retrieval times are too
high, the system will prefetch URLs much earlier than necessary. In this case some URLs
may be retrieved unnecessarily if the student terminates the session without completing the
tutorial. In the worst case, if the student’s cache is limited, the early prefetching may cause
cache overflows, which could bump unvisited documents from the cache and therefore
require the system to refetch documents at request time. This would be no worse than
those implementations which prefetch everything at the beginning [Softbot], [Shipman].

The implementation of prefetching in Wtutor has one significant difference from
the just-in-time approach. In the Wtutor prefetching policy, the visitation times for URLs
are treated as windows of opportunity for prefetching documents. What this means is that
Wtutor calculates the expected arrival times for each document; calculates the LPITs for
each document; then identifies for each LPIT into which document’s visitation time that
LPIT falls. When the identified document is requested by the student, Wtutor displays the
document to the student and then immediately initiates the prefetch of the first URL
whose LPIT falls within that document’s visitation time. This aspect of Wtutor’s prefetch
policy is illustrated in Figure 19.

Retrieval time
Visitation time

19a Just in time

19b Prefetch window

Figure 19 Using visitation time as a window for prefetching
In Figure 19, documents B and C need to be retrieved by the time the student completes document A. In the just-in-time model, the LPITs for C would be calculated so that the retrieval of C would complete just as the visitation time for A ends, and the LPIT for B would be calculated so that the retrieval of B would complete at the LPIT for C. In the Wtutor prefetch policy, the prefetch of B would be initiated as soon as A is displayed and the prefetch of C would be initiated as soon as the retrieval of B completes.

The negative impact of this divergence from the just-in-time policy is that some documents will be retrieved earlier than necessary. However, the benefits of this approach greatly outweigh the slight possibility that a few documents may be retrieved but not visited by the student. The primary benefit is that the impact of inaccurate estimates of visitation times are mitigated. As illustrated in Figure 20, in the just-in-time model high estimates of visitation times can lead to LPITs that are too late—documents are requested before prefetching is completed or in some cases even initiated. This leads to student experienced delays between documents. With the Wtutor approach, the prefetch of the next URL will always be initiated as soon as the current document is displayed, so even if the visitation time estimates are too high, the system is likely to have the next documents prefetched. An additional benefit of this approach is that it allows the system extra time to deal with the possible case of unavailable documents.

![Diagram](Image)

**Figure 20** Impact of high visitation time estimates on just-in-time policy
PREFETCHING RESULTS

The implementation of prefetching in the Wtutor environment proved to be quite successful. With students reading through the Martin Luther King and opera tutorials with the prefetching policy in place, Wtutor was able to prefetch all but the initial documents during the visitation periods. In other words, once the initial documents of the tutorials had been retrieved, the system retrieved the rest of the documents in the tutorial map before the student requested them. In these cases, the students read through the entire tutorial, so there were no unnecessary retrievals of documents.

To more precisely measure the effectiveness of the Wtutor prefetching policy, timing studies were performed on a set of URLs. These URLs were selected as good candidates for inclusion in tutorials. To be selected, the URLs had to be cited in at least one or more “Best of” lists and be cited as an educational resource. The nineteen URLs selected were entered into tutorial maps. A group of student volunteers were instructed to step through the tutorials, using the Next menu item, and read each document retrieved. Prefetching was not activated, and the retrieval times and visitation times for each URL were measured. The results are summarized in Table 1. The contents of Table 1 are also displayed graphically in Figure 21. For each entry in Table 1, the first bar represents the visitation time for the URL while the second bar represents the retrieval time.

Not surprisingly, the retrieval time for the majority of the URLs is significantly less than the visitation time. More importantly, for most pairings of the URLs in the table, the retrieval one of the URLs could be completed during the visitation time of the other. In
Table 1 Retrieval and visitation times for selected URLs

<table>
<thead>
<tr>
<th>URL</th>
<th>Average Visitation Time</th>
<th>Average Retrieval Time</th>
<th>Retrieve/Visitation</th>
</tr>
</thead>
<tbody>
<tr>
<td><a href="http://hermes.astro.washington.edu/mirrors/nineplanets/mars.html">http://hermes.astro.washington.edu/mirrors/nineplanets/mars.html</a></td>
<td>235.8</td>
<td>14.3</td>
<td>0.06</td>
</tr>
<tr>
<td><a href="http://is.unc.edu/gargoyle/whatst1.html">http://is.unc.edu/gargoyle/whatst1.html</a></td>
<td>19.2</td>
<td>13.7</td>
<td>0.71</td>
</tr>
<tr>
<td><a href="http://is.unc.edu/gargoyle/nathist.html">http://is.unc.edu/gargoyle/nathist.html</a></td>
<td>28</td>
<td>23.5</td>
<td>0.84</td>
</tr>
<tr>
<td><a href="http://is.unc.edu/gargoyle/origins.html">http://is.unc.edu/gargoyle/origins.html</a></td>
<td>26.7</td>
<td>13.3</td>
<td>0.5</td>
</tr>
<tr>
<td><a href="http://is.unc.edu/gargoyle/strange.html">http://is.unc.edu/gargoyle/strange.html</a></td>
<td>30.2</td>
<td>11.8</td>
<td>0.39</td>
</tr>
<tr>
<td><a href="http://is.unc.edu/gargoyle/thesanswer.html">http://is.unc.edu/gargoyle/thesanswer.html</a></td>
<td>33.3</td>
<td>10.7</td>
<td>0.32</td>
</tr>
<tr>
<td><a href="http://physics.nist.gov/GenInt/Time/ancient.html">http://physics.nist.gov/GenInt/Time/ancient.html</a></td>
<td>106.2</td>
<td>20.3</td>
<td>0.19</td>
</tr>
<tr>
<td><a href="http://physics.nist.gov/GenInt/Time/early.html">http://physics.nist.gov/GenInt/Time/early.html</a></td>
<td>247.2</td>
<td>15.8</td>
<td>0.06</td>
</tr>
<tr>
<td><a href="http://physics.nist.gov/GenInt/Time/revol.html">http://physics.nist.gov/GenInt/Time/revol.html</a></td>
<td>202.5</td>
<td>23.2</td>
<td>0.11</td>
</tr>
<tr>
<td><a href="http://sin.fi.edu/franklin/inventor/inventor.html">http://sin.fi.edu/franklin/inventor/inventor.html</a></td>
<td>89.8</td>
<td>15.5</td>
<td>0.17</td>
</tr>
<tr>
<td><a href="http://sin.fi.edu/franklin/scientist/scientist.html">http://sin.fi.edu/franklin/scientist/scientist.html</a></td>
<td>89.3</td>
<td>20</td>
<td>0.22</td>
</tr>
<tr>
<td><a href="http://sin.fi.edu/franklin/stataman/stataman.html">http://sin.fi.edu/franklin/stataman/stataman.html</a></td>
<td>46.3</td>
<td>18.2</td>
<td>0.38</td>
</tr>
<tr>
<td><a href="http://user/www.aisu.edu/~markd/TheFatherofLight.html">http://user/www.aisu.edu/~markd/TheFatherofLight.html</a></td>
<td>405.3</td>
<td>37.7</td>
<td>0.09</td>
</tr>
<tr>
<td><a href="http://www.duke.edu/~wrobin/ethics/">http://www.duke.edu/~wrobin/ethics/</a></td>
<td>65.7</td>
<td>11.2</td>
<td>0.17</td>
</tr>
<tr>
<td><a href="http://www.localnet.com/~adonia/doglass.htm">http://www.localnet.com/~adonia/doglass.htm</a></td>
<td>54.5</td>
<td>46.7</td>
<td>0.86</td>
</tr>
<tr>
<td><a href="http://www.localnet.com/~adonia/tubman.htm">http://www.localnet.com/~adonia/tubman.htm</a></td>
<td>83.5</td>
<td>44</td>
<td>0.53</td>
</tr>
<tr>
<td><a href="http://www.math.psu.edu/dna/twocycle/graphics.html">http://www.math.psu.edu/dna/twocycle/graphics.html</a></td>
<td>76.8</td>
<td>6.7</td>
<td>0.06</td>
</tr>
<tr>
<td><a href="http://www.sl.edu/organiza/museums/zoo/homepage/zooview/exhibits/thinktan/olp/olp.htm">http://www.sl.edu/organiza/museums/zoo/homepage/zooview/exhibits/thinktan/olp/olp.htm</a></td>
<td>48.8</td>
<td>46.2</td>
<td>0.97</td>
</tr>
<tr>
<td><a href="http://www.sl.edu/organiza/museums/zoo/homepage/zooview/exhibits/thinktan/olp/olpgames/foodgame/food1gen.htm">http://www.sl.edu/organiza/museums/zoo/homepage/zooview/exhibits/thinktan/olp/olpgames/foodgame/food1gen.htm</a></td>
<td>11.7</td>
<td>14.3</td>
<td>1.23</td>
</tr>
<tr>
<td><a href="http://www.sl.edu/organiza/museums/zoo/homepage/zooview/exhibits/thinktan/olp/olpgames/foodgame/food1key.htm">http://www.sl.edu/organiza/museums/zoo/homepage/zooview/exhibits/thinktan/olp/olpgames/foodgame/food1key.htm</a></td>
<td>38.8</td>
<td>39.3</td>
<td>1.01</td>
</tr>
</tbody>
</table>

In most cases, there would be a significant amount of "slack" time; that is, time where the student is still visiting the first URL of the pair and the retrieval of the second URL has been completed. This slack time is beneficial in case of retrievals that take longer than expected and in cases where more than one document must be retrieved during a single document’s visitation time. The retrieval of more than one document during a document’s visitation time may be necessary because of following alternative URLs or because of documents with lengthy retrieval times (as in Figure 17).
Figure 21 Visitation and retrieval times for selected URLs

There are some cases where prefetching of all documents before the student's request will not be possible. An example appears in Table 1. Entries 2-6 in the table are part of a sequence on gargoyles. The documents are visited in the order they appear in the table. The first document (entry 2 in the table) has an average visitation time of 19.2 seconds, while the second document (entry 3) has an average retrieval time of 23.5 seconds. Unless the system somehow knows in advance that the student is going to request this tutorial, it is not possible for the second document to be retrieved before the student completes the first document.

Of course, the system will initiate the prefetch of the second document as soon as the first has been retrieved and displayed, so the retrieval of the second document will be partially completed by the time the student requests it, so the system will minimize the
student experienced delay. The system will not be able to prefetch all documents if at any point in the tutorial the cumulative visitation time is less than the cumulative retrieval time for documents that must be retrieved at that point.

When measured against the goals described at the beginning of this chapter, the modified just-in-time prefetching policy compares well to other prefetching policies. The “prefetch all at initiation” policy, used in both the Browser Buddy [Softbots] and in Walden’s Paths [Shipman] is effective in meeting the primary goal of having all documents fetched before the student requests them, provided that cache space is not a problem. If cache space is limited, the prefetch all at initiation policy can be counter-productive in that documents from later in the tutorial will displace earlier documents before the student reaches the earlier documents, therefore requiring a second fetch of the displaced document when the student requests it, along with a student-experienced delay while the second fetch takes place.

Even if cache space is not a problem, the prefetch all at initiation policy may fall short of the second goal—minimizing network traffic. If a tutorial has a large number of documents in it and the student is unlikely to finish the tutorial during the current session, all documents beyond the student’s quitting point are fetched unnecessarily. Similarly, if there are multiple possible paths through the tutorial, where not all the documents need to be visited by the student, the modified just-in-time policy will avoid fetching many of the alternative path documents, while the prefetch all at initiation policy will fetch all the documents.
The SETS Web browser did not have very high hit rates; that is, it retrieved many documents that were not viewed by the student. The primary problem with the SETS approach was that it was attempting to predict where the student would go next. The SETS method of using the URLs within the currently displayed document as the likely set of next destinations does not prove to be very effective. However, combining the tutorial map with the SETS approach of “throttling” prefetching does have significant potential. Rather than using timing information to determine when to prefetch documents, an alternative approach would be for the prefetching policy to always stay a fixed number of steps ahead of the student. For example, the policy could be to prefetch all documents that the student could visit within the next three requests.

This alternative policy could be very effective. As long as the number of steps is not set too high, the policy would be unlikely to retrieve many more documents than the modified just-in-time policy. It would potentially break down in cases where documents with long retrieval times followed documents with short visitation times; on the other hand, it would not fail to prefetch documents because of too high visitation time estimates or too short retrieval time estimates. Another advantage of this approach is that it does not require any timing information, so it simplifies the contents of the tutorial map and the calculation of when to prefetch documents.

In the simplest prefetching policy, the system would simply prefetch the next documents in the tutorial map. This means setting the number of steps ahead of the student to one. With this simple policy, most documents would be prefetched before the
student requests them; the exceptions would be documents whose retrieval time exceeded the visitation time of the preceding document. By setting the number of steps to a higher number, the policy increases the likelihood that there will be enough visitation time to cover the retrieval times.

The timing studies also supported the approach of tracking the student’s relative speed of reading. Comparing the visitation times for individual students, there are cases where students were consistently either significantly above or below the average visitation time for documents within the test tutorial.

UNAVAILABLE DOCUMENTS

There will be circumstances when URLs are unavailable. A Web server may be down for maintenance or because of problems. A Web server may be overloaded with requests and therefore unable to deliver a requested document. There may be network connectivity problems. Any of these could lead to failed requests for documents.

An additional advantage of prefetching is that it allows the system to recognize in advance that a document is unavailable, rather than at the point when the student requests the document. This gives the system time to make another try at retrieving the document, if appropriate, or it can select an alternative document and notify the student of the initial requested document’s unavailability.

Wtutor provides features to deal with the availability issue. When Wtutor selects a URL to be visited next but then finds that the selected URL is unavailable, it checks whether the selected URL has an alternative URL. If there is one, Wtutor retrieves that
URL in place of the original. If an author knows that a particular URL is unreliable, the author can find or create an alternate URL. If there is no alternate URL for an unavailable URL, Wtutor displays a message to the student informing them of the problem.
CHAPTER 5: SOLVING THE VALIDATION PROBLEM

Reusing existing World Wide Web materials for educational purposes presents some problems that are not encountered when an author creates a self-contained hypertext tutorial. Retrieval problems were described in the previous chapter. Another potential problem is that the owners of the reused documents may change those documents in ways not anticipated by the tutorial author. The reuse of documents requires some means of verifying that the content of the documents has not changed too significantly from the content that the tutorial selected for inclusion in the tutorial.

CHANGES TO DOCUMENTS

When a tutorial author selects documents that are owned by others for inclusion in a tutorial, the tutorial author is faced with the possibility that the document's original author may change the documents in unexpected ways. For example, the original author may decide to add significantly to a document, move it to a different location, or break it up into smaller sections. These types of changes may make the document inappropriate for inclusion in a tutorial. On the other hand, the original author may make some spelling corrections, correct a few typographical errors, or add a clarification; changes of this sort would probably not make the document inappropriate for inclusion in the tutorial.

If a tutorial system is going to encourage the tutorial author to reuse existing documents, the system needs a way to validate the new version of the document and to
determine that the document is still likely to be appropriate for inclusion in the tutorial.

The following is a taxonomy of possible changes in a document:

1. Elimination of a document—this is frequently seen with documents that have been created by students, whose accounts and files are removed when the students leave school
2. Restriction of access to a document—Web servers allow the restriction of access to files or groups of files; an author may determine that access to information within a document should be limited
3. Moving of a resource to a different address—this can happen for a number of reasons: an author moves to a different Internet service provider, a different department within an organization assumes ownership of documents, etc.
4. Changes but not to the semantics relevant to the tutorial—an author may correct typographical errors, or change the wording of a document for clarity
5. Strict growing of a resource at the end of the file—frequently seen with lists, such as a list of service providers, or a list of references. The more general case is when a resource grows because items are added to lists, but not strictly at the end of the file, e.g. in alphabetical order
6. General changes to the content of the resource, independent of semantics—an author may expand the scope of a document, or break the document up into pieces

Ideally, a system that allows the reuse of materials would be able to recognize any of the above changes and deal with them appropriately. Some of the changes are explicitly defined and identified within the HTTP protocol, which specifies a set of return codes. The return codes are included in the responses from Web Servers when requests are received from client programs. The following list summarizes the relevant return codes and relates them to the list of changes above. For a complete list of HTTP return codes, see http://www.w3.org/pub/WWW/Protocols/HTTP/HTRESP.html.

- 200—URL successfully retrieved and returned. This is the code that would be returned in cases 4-6 above (see return code 304 below for the exception).
- 301—URL moved. When an author moves a resource as in case 3 above, the author can notify the Web server of the new URL for the resource. If the author has done so, the Web server returns the new URL with the 301 status.
- 302—URL found. Essentially the same as return code 301.
• 304—URL not modified. A get request for a URL can specify that the URL be returned only if the URL has been modified since a specified date. If the URL has not been modified since that date, the Web server returns the 304 status. If the URL has been modified, the current contents of the URL are returned.

• 403—Access forbidden. Document is not returned; this could be because of case 2 above.

• 404—URL not found. Could be case 1, case 2, or case 3 if the author does not notify the Web server of the new address for the URL.

The designers of the HTTP protocol recognized many of the possible changes and built features into HTTP to allow for the handling of these changes. Wtutor uses some of these features to handle the cases where a document cannot be retrieved; see the previous section on availability of documents. The HTTP protocol does not make much provision for the cases where a document can be retrieved but the contents have changed. The 304 return code can be used to determine that documents have changed, but does not distinguish between small and large changes.

A system that allows the reuse of materials could accept all documents. In fact, this is the approach used in most systems; it is assumed that if a document was appropriate when it was originally included in the tutorial, it will always be appropriate. This approach requires no validation mechanism. It also does not provide any assistance to the student when documents contained in a tutorial have changed significantly—the student has no way of knowing that the material may no longer be suitable.

In some circumstances this may be acceptable. For example, if a tutorial author only includes materials whose authors are collaborating with the tutorial author, the tutorial author can trust that any changes made to the documents are okay. Similarly, an author can choose to include only documents from trusted sources, where the tutorial
author is confident that the documents will either not be changed or only be changed in appropriate ways.

However, if the tutorial author wants the freedom to choose any materials from any source, the author is faced with the possibility that documents may be changed by the original authors and that such changes may make the documents inappropriate.

One approach to the lack of control over content of reused materials would be to not allow any change to any reused material. This philosophy would be relatively easy to implement; the tutorial map could store either the last update date or a checkum of the document text and then check this value at run-time to confirm that it has not changed (Web servers will provide the last update date for a URL upon request). Unfortunately, this approach does not allow for even minimal changes to documents. A change as small as the correction of a misspelling would lead to a document being rejected.

Ideally, a validation process would confirm that the original semantic content of the document is still present, and that the original semantic content has not been diluted excessively. The challenge is to find a validation process that can come close to achieving this ideal goal.

Given such a validation process, it could be used in many ways. Tutorial authors could use the validation process on a regular basis to identify documents that have changed significantly, and then review those documents to determine if they still meet the needs of the tutorial or if they should be replaced. The system could use the validation process when students are taking the tutorial, to determine what students should see
(either alternate documents or warnings if documents have changed excessively) and to notify the tutorial author that documents have changed excessively. The level of change at which authors would be notified could be less than the level at which students would be warned or that alternates would be used in place of original documents. This would allow authors to investigate the changes and update the tutorial before the students are impacted by the changed documents.

The validation process could also be used to monitor resources, in a manner similar to WebWatch [Surflogic]. WebWatch is a software tool that allows users to register a list of URLs and then receive notification when any of the documents represented by those URLs change. With a validation process, the user could be notified only when the documents change significantly. A database could be created to track change frequency of documents; this information could be used to determine whether documents are good candidates for inclusion in tutorials.

CONCEPTUAL MODEL OF VALIDATION

In this section, a document is defined as a file, where that file can be retrieved via specification of a URL. This definition does not treat included graphics as part of the document. The reference within the document to the included graphics is a part of the document.

Document validation is the reevaluation of a document to determine whether the document is still appropriate for inclusion in a tutorial, i.e.

\[ V(D) = \{\text{accept, reject}\} \]
A document signature is a tuple of tuples, where each of the tuples in the signature is either extracted or computed from the contents of the document. A signature function maps the set of documents to a set of signatures. If $D_1$ and $D_2$ are documents, and $S(D)$ is a signature function, then

$$D_1 = D_2 \Rightarrow S(D_1) = S(D_2)$$

however

$$\neg (S(D_1) = S(D_2) \Rightarrow D_1 = D_2)$$

Signature-based validation is a document validation approach in which the signature of a document is taken at the time the document is first included in the tutorial and then that document signature is used at run-time to determine whether the document is still appropriate for inclusion in a tutorial, i.e.

$$V(S, D) = \{ \text{accept, reject} \}$$

Signature-based validation requires three steps: calculating the signature of the document, $S(D)$, comparing the original signature to the current signature, and inferring the significance of any difference. Wtutor uses a signature-based validation approach to validate URLs.

DESIGN OF SIGNATURES

The simplest way to serve the purpose of a document signature would be to store a complete copy of the original document. This would allow comparisons to be done with existing tools such as diff, which could provide a detailed list of the physical changes to
the document. Given the list of physical changes, it would still be necessary to infer the
significance of the changes.

This approach has the disadvantage of consuming large quantities of storage space
and consuming large amounts of bandwidth either at tutorial map retrieval time or at
document validation time. A tutorial could easily contain hundreds of megabytes of data,
which would have to be either stored on the student’s local storage medium or on a
central storage medium. The space requirements could be partially mitigated by the use of
compression techniques on the document text, but this would still lead to significant space
and transmission requirements. What is needed is a document signature that significantly
reduces storage requirements while still providing enough information about the document
that useful comparisons can be made.

Another approach to creating digital signatures of documents would be for authors
to agree in advance on a set of tags and values for identifying the contents of documents.
This approach is used in the definition of the computer science curriculum created by the
ACM [Koffman], where codes have been assigned to all the topics which should be a part
of the complete computer science curriculum. This would require authors to agree in
advance to provide the tags and values for the signature, which would restrict the set of
documents the tutorial author could select from when creating the tutorial. It also means
that the tutorial author would have to trust the original document authors to keep the tags
and values for the signature up to date.
A goal of the Wtutor validation approach is to not require active participation by the authors of documents, but rather to develop a signature that will be general purpose enough to work for most World Wide Web documents.

One approach to creating a digital signature for a document would be to non-uniquely encode the content of the document. For example, a possible signature would be the number of characters in the document. This signature is small, easily calculated, and can be used to determine how much a document has grown or shrunk. It would not indicate whether the contents of the document had changed much. A similar signature is the checksum, where the characters of the document are treated as numeric values and summed. The number of digits in the checksum can be adjusted to save space or reduce the likelihood of synonyms [Horowitz].

There is a tradeoff between the space requirements of the encoding approach and the extent of document information available for comparison purposes. To provide more information about the document, the encodings could be done at some physical or logical partition of the document, such as checksums of each physical page. For purposes of comparison, it is more useful to apply the encoding to logical (document-based) partitions such as paragraphs.

Another approach to creating digital signatures would be to extract significant text from the document. This is more likely to identify semantic differences between versions of a document, where the encoding approach is more likely to identify physical
differences. The difficulty lies in determining which text is significant, because the risk of the extraction approach is that it will not recognize changes in the non-extracted material.

One method of determining the significant text would be to analyze the text with respect to a dictionary or database of documents. The dictionary or database would indicate which words or phrases are significant. Another method would be to take advantage of the structural features of the document, extracting elements such as the title or headings or links. A final method would be to require the author to specify the significant keywords or phrases within the document.

Once the composition of the digital signatures has been determined, a method of comparing signatures must be determined. This process is not completely straightforward, because different types of changes to a document may yield identical changes in the document signature. For example, an author could reword a paragraph; this would result in one checksum in the new document signature that would not match a checksum in the original signature. However, if the author deleted one paragraph and added a new one, the new signature would also have one checksum that would not match a checksum in the original signature.

The comparison process must also take into consideration whether changes in the order of elements matters. If paragraphs have been rearranged, but the content remains the same, is this a significant difference? If order matters, then the movement of an element within the document is likely to be treated as both a deletion (from the original position) and an addition (to the new position); whereas if order does not matter the movement of
an element would appear as no change at all. The comparison process should identify the common elements between two signatures, and then the changes, additions or deletions. If the elements of the signature are author specified keywords or phrases, they cannot change; the elements are either in the signature or not.

Finally, once the comparison is complete, the significance of the differences between the signatures must be determined. This could be done in a rule-based manner, e.g. "Reject a document if there are any element deletions". Alternatively a quantitative approach could be used, wherein weights are assigned to the various types of elements in the signatures and the types of differences between signatures. The method of combining these weights could be a linear, logarithmic, or polynomial equation. Once the weights have been combined into a single value, this value could be used as a distance measure, and the distance compared to threshold levels to determine whether the document has changed too much for use in the tutorial.

The need for comparing files, programs, and documents has been addressed in a number of different areas. We will not review the work done on strict file comparison, which has produced tools such as diff, because this work presumes the existence of two versions of a file. Rather, the focus here is on signature-based comparison methods.

**DISTRIBUTED SYSTEMS**

In the distributed systems arena, it is necessary to identify differences between replicated files. Research in this area has attempted to minimize the amount of data that must be passed across the network connecting the systems. This is accomplished by
transmitting digital signatures of the files; these signatures are generally checksums of the
files or portions of the files.

Because of the need for generality, the only unit of structure that can be assumed
for these files is the physical page [Madej]. Methods for detecting corrupted pages make a
few assumptions, primarily that the files being compared are essentially the same file, with
a small set of possibly corrupted pages [Barbara], [Schwarz]. The algorithms attempt to
identify physically different pages for replacement purposes [Edirisooriya], [Metzner].

For purposes of validating tutorial documents, we are not overly concerned with
physical differences, except that they may indirectly reflect the degree of change of the
semantic content of the document.

SOFTWARE MAINTENANCE

The field of software maintenance requires program comparisons for reasons such
as identifying what changes have been made in baseline software or finding clones of
programs that have been changed, with the presumption that the clones will require the
same changes as the original program. In [Frame], a typical line-by-line file comparison
program was combined with a lexical analyzer to do comparisons of old and new versions
of software. The lexical analyzer allowed the filtering out of differences in the text that
would not cause differences in the code generated. In contrast, [Johnson] looks for code
sections that are identical, which would indicate that one program is a clone of the other.
Both these approaches require both the old and new versions of the programs.
A fingerprint based search approach is proposed in [Birch]. In this approach, a fingerprint of each reusable software component is stored, where the fingerprint is made up of features of the component such as lines of code, McCabe's Cyclomatic Complexity, or the number of rewrite rules in the specification. Given a specification for a new software component, the search would compare the fingerprint of the new component with the fingerprints of existing components to identify possible matches. As noted by Birch, this approach would primarily serve to eliminate large numbers of candidates from consideration; the remaining candidates would still need to be compared with the new specification at a detailed level.

**INFORMATION RETRIEVAL**

The field of information retrieval deals with finding relevant documents in large databases of documents. The user specifies a query, such as a set of keywords or a phrase that is desired. The system attempts to find documents in the database that match the query. To speed the process of searching, information retrieval systems build a large index of the documents in database. Documents are represented by a vector which contains the significant terms found in the document, with weights assigned to those terms. The weight assigned to each term reflects both the frequency of the term within the document and the uniqueness of the term to the document as opposed to other documents in the database.

When a query is specified, the query is evaluated in the same manner as the documents; e.g. the terms of the query are identified and weighted. The resulting vector is then compared to the vectors in the database index. In [Salton], the measure of how well
the query and a document match is the inner product of the query vector and the
document vector. In [Robertson], the measure of how well the query and a document
match is the sum of the weighted terms that match. In either case, the documents are
ranked according to how well they match the query and some subset of the highest ranked
documents are presented to the user.

This approach comes fairly close to accomplishing the desired validation. However, it does have a few flaws for our purposes. It requires the analysis of a database
of documents to establish what terms are significant and to determine the weights that
should be assigned to these significant terms. Additionally, the storage requirements for
the signatures can be quite large [Callan]; a document's signature could be as large or
larger than the original document. Finally, the match measures derived from these
processes are designed for comparative purposes (e.g., A is a better match than B); they
do not have an absolute value for purposes of determining that A is a good enough match.

WTUTOR SIGNATURES

Wtutor takes advantage of the structural information provided in HTML
documents to extract meaningful document signatures. In Wtutor, document signatures
are composed of three elements: the checksums of the paragraphs of the document, the
headings of the document, and any keywords the tutorial author chooses to specify. Figure
22 shows a sample signature. Before extracting the signature, Wtutor normalizes the
document by converting all the text to lower case and reducing each contiguous group of
whitespace characters to single space characters.
Figure 22  Sample Wtutor signature

Other possibilities were considered for inclusion in the signature, such as the title of the document or the links contained within the document. The paragraph checksums, headings, and keywords were chosen as the elements that best provide information about the document.

PARAGRAPHS

Wtutor assumes that most URLs represent HTML documents and takes advantage of the HTML structural information to break the document up into paragraphs. For each of the paragraphs, a checksum is computed; the checksum is the sum of the numeric value of each character within the paragraph, modulo 100000. For non-HTML documents, such as GIF or JPEG images, the entire document is treated as a single paragraph, so a single checksum is computed and stored for the document.

---

1 The <p> tag is used in HTML to indicate the start of a paragraph. Wtutor uses the <p> tag to identify paragraphs. This does not necessarily break a document into all the logical paragraphs within the document, because HTML authors do not always use the <p> tag in every instance where one is logically implied; for example, authors do not always insert a <p> tag before or after headings, because the heading generally implies the paragraph break.
Keeping the paragraph checksum allows Wtutor to make inferences about the degree of physical change a URL has experienced. Given the paragraph count and checksums, Wtutor can determine what percentage of paragraphs have changed and whether additions or deletions have been made. There is a very slight possibility of not finding actual changes because of checksum synonyms, but the number of digits in the checksums is large enough that the likelihood is extremely small.

LIST OF HEADINGS IN DOCUMENT

Paragraph checksums provide information about the degree of physical change within a document, but do not provide much information regarding the semantic content. Wtutor assumes that the headings within a document are significant indicators of the semantic content of the document. This assumption might not be true for all HTML documents; however, the set of documents that must be addressed is restricted to those documents that a tutorial author might select for inclusion in a tutorial. This means that it can be assumed that the documents are well written, in which case the headings should in fact contain relevant semantic information.

In HTML documents, authors identify headings with tags that indicate not only that the enclosed text is a heading, but also indicate the heading level. For example, <h1>High Level Heading</h1> indicates a heading at the highest level. Wtutor extracts all headings from the document for inclusion in the document signature. Some massaging of the headings is done to reduce extraneous HTML markup information that frequently occurs in headings.
KEYWORD BASED SIGNATURES

The first two elements of Wtutor's digital signatures can be calculated automatically without any intervention by the author. However, an author may feel that these two elements do not provide enough information regarding one or more documents within a tutorial. For this reason, Wtutor also allows the tutorial author to specify one or more key words, on either a full tutorial or individual document basis. When an author specifies such keywords, Wtutor searches the documents to see if any of the keywords appear; any keywords that do appear in the document are included in that document's signature.

WTUTOR SIGNATURE COMPARISON METHOD

Wtutor stores document signatures in the tutorial map. The tutorial author can run a procedure at any time to update the signature of any URLs in the tutorial map. When a student is using the tutorial, Wtutor validates each URL by comparing the digital signature stored in the map with the document's current digital signature. The comparison yields a numeric distance value, which indicates how much the document has changed.

For each element of the signature, Wtutor infers whether there have been additions, changes, or deletions. When comparing elements of two document signatures, Wtutor uses the following method: First any exact matches are removed. If the exact matches do not account for all entries, then Wtutor determines how many changed entries there are, by presuming that each remaining entry in the new signature that has a corresponding entry in the original signature represents a changed entry. Finally, if the new
signature has fewer entries than the original, then the difference is counted as the number of deletions; if the original signature has fewer entries than the new, the difference is counted as the number of additions.

Once the number of changes, additions, and deletions in each category have been determined, they are combined according to the function in Figure 23. To allow for documents of different lengths, the function normalizes by the number of items of each type within the original document. This normalization recognizes that the scale of changes matters—adding five paragraphs to a document that originally had two paragraphs is probably much more significant than adding five paragraphs to a document that originally had fifty paragraphs.

\[
\text{dist} = \text{checksum dist} + \text{heading dist} + \text{keyword dist}
\]

\[
\text{checksum dist} = \text{checksum weighting factor} \times \left( \frac{\#\text{chgs} \times \text{chg\_weight} + \#\text{adds} \times \text{add\_weight} + \#\text{deletes} \times \text{del\_weight}}{\#\text{checksums}} \right)
\]

\[
\text{heading dist} = \text{heading weighting factor} \times \left( \frac{\#\text{chgs} \times \text{chg\_weight} + \#\text{adds} \times \text{add\_weight} + \#\text{deletes} \times \text{del\_weight}}{\#\text{headings}} \right)
\]

\[
\text{keyword dist} = \text{keyword weighting factor} \times \frac{\#\text{deletes} \times \text{del\_weight}}{\#\text{keywords}}
\]

Figure 23 Document signature distance function

The distance function also recognizes that some types of differences can be more significant than others by including a weighting factor for each type of difference. For example, it is probably more significant if a heading has been deleted from a document (implying that some segment of information is no longer provided by the document) than if
a heading has been added (additional information is generally not a bad thing, unless so much is added that the original content is overwhelmed by the new).

The distance function also allows for the different elements of the signature to be weighted differently. A tutorial author may feel that the headings of a document are more significant than the paragraph checksums, since the headings provide more of an indication of the semantic content of the document. Another tutorial author may feel that no changes of any sort should be allowed, and choose to weight all elements equally. The Wtutor distance function provides the author the flexibility of choosing these weights.

**Default weights**

Wtutor assigns a default set of values to the weighting factors in the distance function. The default values are shown in Figure 24. These default values reflect several assumptions regarding tutorial materials and document signatures. The greater weight assigned to headings and keywords relative to paragraph checksums reflect the assumption that the headings and keywords provide more information about the semantic content of the document than the checksums. Similarly, the greater weight assigned to deletions relative to changes reflects the assumption that it is more significant if material has been removed from a document than if the material has been changed; a similar assumption applies to additions relative to changes and deletions.
(defvar *dist-del-weight* 4.0) weighting of deletions
(defvar *dist-chg-weight* 2.0) weighting of changes
(defvar *dist-add-weight* 0.5) weighting of additions
(defvar *dist-par-weight* 0.2) weighting of paragraph checksums
(defvar *dist-head-weight* 0.4) weighting of headings part of thumbprint
(defvar *dist-key-weight* 0.4) weighting of keywords part of thumbprint
(defvar *URL-warning-distance* 0.25) distance at which warning is displayed
(defvar *URL-reject-distance* 0.50) distance at which URL is rejected

Figure 24 Default distance function weighting factors

The default weights have a significant impact on the distance function. Because of the values chosen, the distance function is not symmetric, i.e. the distance from A to B is not necessarily equal to the distance from B to A. Consider the documents in Figure 25 and Figure 26 as an example. If we take sample document B as the original document and compare it to A, we see that a paragraph has been added. The original information is still there, the document is not significantly larger than before, so it is likely that A would be considered not too different from B. Conversely, if we take A as the original document and compare it to B, we find that a significant piece of information (the second paragraph) is no longer in the document. In this case, we would consider B to be significantly different from A and therefore would expect the distance measure from A to B to be greater than the distance measure from B to A.

Figure 25 Sample document A

<p>Start your outdoor workout <em>indoors</em> with several minutes of stretching. This will reduce risk of injury and make you less prone to overdress.</p>

Figure 26 Sample document B

<p>Start your outdoor workout <em>indoors</em> with several minutes of stretching. This will reduce risk of injury and make you less prone to overdress.</p>
Once the distance for a document has been calculated, Wtutor compares that distance to two defined levels: a warning level and a reject level. If the distance from the original signature to the current signature is less than the warning level, the document is simply displayed to the student. If the distance is greater than the warning level but less than the reject level, the document is displayed and a warning message is provided to the student indicating that the document has changed since its inclusion in the tutorial. If the distance is greater than the reject level, Wtutor first checks whether the document has an alternative. If an alternative has been specified in the tutorial map, that document is retrieved and displayed instead of the rejected document. If there is no alternative document, the rejected document is displayed to the student along with a message that warns the student that the document has changed significantly and may not be appropriate for the tutorial.

**Analysis of Wtutor Signature Comparison Method**

Figure 27 restates the distance formula for Wtutor signature comparisons. In this statement of the formula, D represents the distance. In the first line of the formula, $W_{ck}$ represents the weighting factor for checksums, $n_{ck,chg}$ represents the number of changed checksums, $W_{chg}$ represents the weighting factor for changes, $n_{chg}$ represents the number of changed changes, $n_{ck,add}$ represents the number of changed additions, $W_{add}$ represents the weighting factor for additions, $n_{ck,del}$ represents the number of changed deletions, $W_{del}$ represents the weighting factor for deletions, $n_{ck}$ represents the total number of changed changes, $n_{hd}$ represents the total number of changed headings, $W_{hd}$ represents the weighting factor for headings, $n_{hd,chg}$ represents the number of changed changes in headings, $n_{hd,add}$ represents the number of changed additions in headings, $W_{add}$ represents the weighting factor for additions in headings, $n_{hd,del}$ represents the number of changed deletions in headings, $W_{del}$ represents the weighting factor for deletions in headings, and $n_{hd}$ represents the total number of changed changes in headings.

<table>
<thead>
<tr>
<th>Term</th>
<th>Formula</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>$D$</td>
<td>$W_{ck} \times (n_{ck,chg} \times W_{chg} + n_{ck,add} \times W_{add} + n_{ck,del} \times W_{del}) / n_{ck}$</td>
<td>(checksums)</td>
</tr>
<tr>
<td></td>
<td>$+ W_{hd} \times (n_{hd,chg} \times W_{chg} + n_{hd,add} \times W_{add} + n_{hd,del} \times W_{del}) / n_{hd}$</td>
<td>(headings)</td>
</tr>
<tr>
<td></td>
<td>$+ W_{ky} \times (n_{ky,del} \times W_{del}) / n_{ky}$</td>
<td>(keywords)</td>
</tr>
</tbody>
</table>

Figure 27 Document signature distance function checks
of added checksums, $W_{add}$ represents the weighting factor for additions, $n_{ck,del}$ represents the number of deleted checksums, and $n_{ck}$ represents the number of checksums. The factors for headings and keywords are similarly named.

Consider an original document (M) and a later version of the document (N), where paragraphs have been added to M to create N; that is, $n_{ck}(N) > n_{ck}(M)$.

Then

\[ n_{ck,add} = (n_{ck}(N) - n_{ck}(M)) > 0 \text{ and } n_{ck,chg} \leq n_{ck}(M) \text{ and } n_{ck,del} = 0 \]

So

\[ W_{ck} \times (n_{ck,chg} \times W_{chg} + n_{ck,add} \times W_{add} + n_{ck,del} \times W_{del}) / n_{ck} \]

\[ = W_{ck} \times (n_{ck,chg} \times W_{chg} + n_{ck,add} \times W_{add}) / n_{ck} \]

This value is unbounded because the $n_{ck,add}$ factor is unbounded. This reflects the fact that there is no limit to the material an author can add to a document. Now consider the case where no paragraphs have been added to the document, that is $n_{ck}(N) \leq n_{ck}(M)$.

Then

\[ n_{ck,add} = 0 \text{ and } n_{ck,chg} \leq n_{ck}(M) \text{ and } n_{ck,del} = (n_{ck}(M) - n_{ck}(N)) \text{ and } n_{ck,chg} + n_{ck,del} \leq n_{ck}(M) \]

So

\[ W_{ck} \times (n_{ck,chg} \times W_{chg} + n_{ck,add} \times W_{add} + n_{ck,del} \times W_{del}) / n_{ck} \]

\[ = W_{ck} \times (n_{ck,chg} \times W_{chg} + n_{ck,del} \times W_{del}) / n_{ck} \]

\[ \leq W_{ck} \times W_{m} \times (n_{ck,chg} + n_{ck,del}) / n_{ck} \text{ where } W_{m} = \max (W_{chg}, W_{del}) \]

\[ \leq W_{ck} \times W_{m} \]

This value is bounded. If an author does not add new paragraphs, but only modifies or deletes paragraphs within the earlier version of the document, the maximum distance is bounded by the weighting factors. The analysis for the headings component of the distance
function is essentially the same as for the checksum component. The analysis for the keywords component is simpler for two reasons. Changes to keywords are not possible (if a keyword is changed it is no longer a keyword); and keyword additions are ignored. For the deletions, \( n_{ck,del} \leq (n_{ck}(M)) \).

So \[
W_{ky} \times \left( n_{ky,del} \times W_{del} \right) / n_{ky}
\]

\[
\leq W_{ky} \times W_{del}
\]

Combining the limits for the cases where no additions are made yields:

\[
D \leq (W_{ck} + W_{bd} + W_{ky}) \times W_m
\]

where \( W_m = \max (W_{chg}, W_{del}) \)

TESTING SIGNATURE COMPARISONS RESULTS

Several experiments were conducted to test the effectiveness and usefulness of the Wtutor document validation method. These experiments used documents from the World Wide Web along with author initiated changes and sets of controlled changes to those documents to test how appropriately Wtutor inferred the significance of the changes. On average, the document signatures were only about 5% as large as the original documents. This satisfied one of the goals of the signature-based validation approach, in that the signatures required significantly less storage than the documents.

CONTROLLED CHANGES TO SELECTED DOCUMENTS

In the first experiment, a controlled set of common changes was applied to selected documents. The HTML documents in the selected set were chosen as good examples of documents that an author might choose to include in a tutorial. The URLs for
these documents are listed in Figure 28. These documents are well-written documents that contain useful information. All of these URLs were found in existing lists of useful resources. They are good samples of candidates for inclusion in a tutorial.

| 1 | http://www.cc.gatech.edu/gvu/nsf-ws/report/Authoring.html |
| 2 | http://www.w3.org/hypertext/WWW/Provider/Etiquette.html |
| 3 | http://wk122.nas.nasa.gov/NAS/Education/TeacherWork/Ozone/Modeling_lesson.html |
| 4 | http://ipl.sils.umn.edu/ref/RR/COM/computer.html |
| 5 | http://www.ncsa.uiuc.edu/demoweb/html-primer.html |
| 6 | http://sands psy.cmu.edu/ACT/tutor/tutor-info.html |

Figure 28 Selected WWW documents

The following list describes each document in the set of selected WWW documents:

5. HTML primer—from the NCSA.
6. The Advanced Computer Tutoring Project at CMU.

The documents were also chosen to provide a range of document characteristics. Table 2 provides statistical details about each of these documents. For the selected documents, a set of common changes was developed and applied. A list of the changes is provided in Table 3. Because of the difference in content of each document, it is not possible to make identical changes to each document. However, the changes were designed to be as similar as possible.
Table 2  Selected WWW document characteristics

<table>
<thead>
<tr>
<th>URL name</th>
<th>Bytes</th>
<th>Lines</th>
<th>Paragraphs</th>
<th>Headings</th>
</tr>
</thead>
<tbody>
<tr>
<td>Authoring.html</td>
<td>5109</td>
<td>42</td>
<td>10</td>
<td>4</td>
</tr>
<tr>
<td>Etiquette.html</td>
<td>4087</td>
<td>120</td>
<td>3</td>
<td>7</td>
</tr>
<tr>
<td>Modeling_lesson.html</td>
<td>13693</td>
<td>226</td>
<td>26</td>
<td>4</td>
</tr>
<tr>
<td>computer.html</td>
<td>10151</td>
<td>223</td>
<td>17</td>
<td>7</td>
</tr>
<tr>
<td>html-primer.html</td>
<td>41066</td>
<td>1197</td>
<td>115</td>
<td>45</td>
</tr>
<tr>
<td>tutoring.html</td>
<td>3704</td>
<td>89</td>
<td>7</td>
<td>4</td>
</tr>
</tbody>
</table>

The set of changes listed in Table 3 are subjectively ranked in increasing order by degree of change to the original document. Admittedly, the degree of change that each of these changes represent is difficult to rank, especially when the change is described abstractly rather than concretely and specifically. However, the ranking in Table 3 is an effort to judge the relative significance of the listed changes.

Testing Wtutor's evaluation of these changes required several steps. First, the signature of each original document was calculated and stored in a tutorial map. Then for each document, each of the controlled changes was applied to a copy of the original document, resulting in a new version of the document. For each new version, Wtutor calculated the new signature and calculated the distance from the original version to the modified version. The results of these calculations are shown in Figure 29.

The distance measures for the versions of the documents are proportionate to the size of the documents. With a fixed number of changes, we would expect that the larger the document, the smaller the distance would be between the original and the modified version. The results bear this out. The distance measures for the html-primer document are consistently the lowest values; the html-primer document is by far the largest of the sample...
Table 3  Controlled changes applied to selected WWW documents

<table>
<thead>
<tr>
<th>Ver</th>
<th>Description of change</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>original version of document</td>
</tr>
<tr>
<td>1</td>
<td>three spelling corrections, one case change</td>
</tr>
<tr>
<td>2</td>
<td>three spelling corrections, one case change, four added words</td>
</tr>
<tr>
<td>3</td>
<td>one added paragraph</td>
</tr>
<tr>
<td>4</td>
<td>one added heading</td>
</tr>
<tr>
<td>5</td>
<td>one added paragraph, one added heading</td>
</tr>
<tr>
<td>6</td>
<td>four added paragraphs</td>
</tr>
<tr>
<td>7</td>
<td>three spelling corrections, one case change, four added words, one added heading</td>
</tr>
<tr>
<td>8</td>
<td>three spelling corrections, one case change, four added words, one added paragraph, one added heading</td>
</tr>
<tr>
<td>9</td>
<td>four added paragraphs, one added heading</td>
</tr>
<tr>
<td>10</td>
<td>three spelling corrections, one case change, four added words, four added paragraphs</td>
</tr>
<tr>
<td>11</td>
<td>four added paragraphs, two added headings</td>
</tr>
<tr>
<td>12</td>
<td>three spelling corrections, one case change, four added words, four added paragraphs, one added heading</td>
</tr>
<tr>
<td>13</td>
<td>three spelling corrections, one case change, four added words, four added paragraphs, two added headings</td>
</tr>
<tr>
<td>14</td>
<td>three spelling corrections, one case change, four added words, one added paragraph</td>
</tr>
<tr>
<td>15</td>
<td>one deleted paragraph</td>
</tr>
<tr>
<td>16</td>
<td>three spelling corrections, one case change, four added words, one deleted paragraph</td>
</tr>
<tr>
<td>17</td>
<td>one added paragraph, one deleted paragraph</td>
</tr>
<tr>
<td>18</td>
<td>three spelling corrections, one case change, four added words, two deleted paragraphs</td>
</tr>
<tr>
<td>19</td>
<td>two deleted paragraphs</td>
</tr>
<tr>
<td>20</td>
<td>one added paragraph, two deleted paragraphs</td>
</tr>
<tr>
<td>21</td>
<td>one deleted heading</td>
</tr>
<tr>
<td>22</td>
<td>three spelling corrections, one case change, four added words, one deleted heading</td>
</tr>
<tr>
<td>23</td>
<td>two deleted paragraphs, one deleted heading</td>
</tr>
<tr>
<td>24</td>
<td>three spelling corrections, one case change, four added words, two deleted paragraphs, one deleted heading</td>
</tr>
<tr>
<td>25</td>
<td>four added paragraphs, two added headings, one deleted paragraph</td>
</tr>
<tr>
<td>26</td>
<td>four added paragraphs, two added headings, two deleted paragraphs</td>
</tr>
<tr>
<td>27</td>
<td>one added paragraph, one deleted heading</td>
</tr>
<tr>
<td>28</td>
<td>one added paragraph, two deleted paragraphs, one deleted heading</td>
</tr>
<tr>
<td>29</td>
<td>four added paragraphs, two added headings, one deleted heading</td>
</tr>
<tr>
<td>30</td>
<td>four added paragraphs, two added headings, two deleted paragraphs, one deleted heading</td>
</tr>
</tbody>
</table>

documents. The distance measures for the etiquette document are generally the highest; the etiquette document is one of the smallest documents, and has the fewest paragraphs and headings of the documents in the sample set. The measures for the authoring and tutoring documents are comparable, as are the measures for the modeling-lesson and the
computer documents; these pairs of documents are also similar in size and number of paragraphs and headings (refer to Table 2 Selected WWW document characteristics).

![Graph showing distances from original documents to modified versions](image)

*Figure 29* Distances from original documents to modified versions

The distance measures for the versions of the documents match up well with the default rejection and warning levels. For most of the documents, only a few of the versions exceed the reject level. The versions that are generally rejected (versions 22, 23, 24, 28) all include deleted headings as well as many other changes to the original document. There are more versions that exceed the default warning level. These versions are primarily those that include deletions of headings or paragraphs along with a large number of changes relative to the overall size of the document. The largest document, the html-primer, has no versions that exceed even the warning level. At the other extreme, one third of the etiquette document versions exceed the reject level and one half the versions exceed the warning level. This reflects both the small size and the unusual structure of the document (it only has three paragraphs, so deleting even one paragraph is a highly significant change to the document).
The overall slope of the lines for each document tend to rise, indicating that overall the distance measure does reflect the subjective judgment of degree of change. However, there is significant variation in the relative rankings of the versions. There are two primary reasons for this variation. The first reason is that this method of comparing documents cannot distinguish between large and small changes within paragraphs. Using Version 2 from Table 3 as an example, the case change is ignored, but because each of the three spelling corrections and four added words were done in separate paragraphs, the net effect was seven changed paragraphs. Even though these small changes within the paragraphs are unlikely to significantly affect the semantics of the paragraphs, they count the same as complete rewrites of the paragraphs in question. Because only the paragraph checksums are recorded, Wtutor can only recognize that a paragraph changed, not how much the paragraph changed.

The second reason for the variation is that the comparison method collapses the addition and deletion of items of the same type as a change. For example, if a paragraph is added to a document and another paragraph is deleted, the comparison method would find one checksum that differs between the original signature and the new signature. If the order of headings and paragraphs were counted as significant, this collapsing of adds and deletes would be less likely.

Figure 30 illustrates the impact on the distance measure of these factors. In the chart in Figure 30, the different versions of the computer document are shown ranked in increasing order by the distance measure. In this ordering, the versions that included the
spelling changes and added words (versions 1, 2, 7, 8, 12-14, 16, 22, 24) all end up much higher in the calculated rankings than in the subjective ranking. Similarly, the versions that included both the addition and the deletion of paragraphs or headings (versions 17, 20, 25, 26, 29, 30) all ended up much lower in the calculated rankings.

![Figure 30 ](image)

**Figure 30** Versions of computer document ordered by distance measure

**DOCUMENT LIFE CYCLE**

The testing described above used a set of artificial changes introduced into the sample documents specifically for testing purposes. A better test of the Wtutor approach to validating documents is to see how well it measures historical changes that actually were made to documents. There were three cases in which documents were tracked over a period of time and the distance measures calculated for the varying versions of those documents.
The first case is a Web page describing Wtutor. There were five different versions of this document. The initial version (version 0) is a brief (72-line) description of Wtutor. Version 1 is essentially the same document, with a bit of rewording done. Figure 31 is a listing of the diff output comparing version 1 to version 0. Version 2 adds introductory paragraphs to version 1; the diff output comparing version 2 to version 1 is shown in Figure 32. Version 3 is a User's Guide to Wtutor, which includes most of the material in version 2. This document was significantly larger than the earlier versions. The diff output is not included here, as it is 498 lines long. Finally, version 4 of the document goes back to version 2, but adds links to sections of the User's Guide to Wtutor. The diff output comparing version 2 to version 4 is shown in Figure 33.

The distance measures for each of the versions of the Wtutor document are shown in Table 1. These distance measures are the result of comparing the signatures of the

```
29a30
> The tutorial map defines the tutorial to Wtutor.
44c45
< may be appropriate, but the author must still evaluate the candidates to
---
> may be appropriate. The author must still evaluate the candidates to
56c57
< feature is provided, so that the author can specify groups of URLs
---
> feature is provided, so that the author can specify groups of URLs
64,65c65,66
< that is, if URL A and URL B are alternatives, the student does not need
< to view B when the student has already viewed A.
---
> that is, if URL A and URL B are alternatives, the student would not need
> to view B if the student had already viewed A.
```

Figure 31  Output of diff comparison of version 0 and version 1
The World Wide Web is a rich source of material that can be used for educational purposes. Advantages of reusing these existing materials are avoiding the duplicated effort of creating new versions of material that is already in existence, using up-to-date information, and letting the student see the original source materials. In addition, this approach permits tutorial authors to focus on adding value by organizing, commenting on, and adding to existing information.

The World Wide Web provides a vast store of globally available information from a variety of sources. Government agencies such as the National Institute of Health, NASA, and the Smithsonian operate multiple Web servers that allow access to data, reports, art and analysis. Most universities and colleges have Internet access and these institutions, their departments, faculty, staff and students have set up Web servers to provide information about the schools and their research. Organizations such as CERN make specifications and proposals available via the Web. Businesses and individuals operate Web sites for self-promotional purposes or for love of a subject. All of these different resources can be used to find materials for inclusion in tutorials.

Using existing materials from the WWW for educational purposes presents a number of problems that must be dealt with. The first problem is the filtering problem: with all the material out there on the Web, how does the student know which materials are relevant to the chosen subject area?

And of those relevant materials, which best present the subject at a level appropriate for the student? Once the set of appropriate materials has been selected, the student is confronted with the navigation problem: given the set of appropriate materials, where should the student start? In what order should the student view those materials? When is the student finished?

Figure 32 Output of diff comparison of version 1 and version 2

versions to the signature of version 0. The distance measures do not exceed the warning level for versions 1, 2 and 4. This is a desirable result, as the changes in these versions are
Table 4: Distance measures for versions of Wtutor document

<table>
<thead>
<tr>
<th>Version</th>
<th>Distance</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0.000</td>
<td>Original version; brief description of Wtutor</td>
</tr>
<tr>
<td>1</td>
<td>0.145</td>
<td>Slight rewording of version 0</td>
</tr>
<tr>
<td>2</td>
<td>0.209</td>
<td>Addition of introductory material to version 1</td>
</tr>
<tr>
<td>3</td>
<td>2.718</td>
<td>User’s Guide to Wtutor</td>
</tr>
<tr>
<td>4</td>
<td>0.245</td>
<td>Back to version 2, with addition of links to User’s Guide</td>
</tr>
</tbody>
</table>

minor and do not significantly change the semantic content of the document. Version 3 exceeds the reject level. Again, this is a desirable result. While the semantic content of the earlier versions is included in version 3, the document contains so much more material that it is not really comparable to the other versions.

SAMPLE TUTORIAL

The second case in which Web documents were tracked over time was the sample tutorial about Dr. Martin Luther King. Many of the documents that make up this tutorial were described in chapter 1. Although the tutorial was created primarily as an illustration of Wtutor’s capabilities, it also served as a good test of the validation approach, because several of the documents that were selected for inclusion in the tutorial changed after the tutorial was originally created.
About a month after the creation of the tutorial, a running of the validation report for the tutorial showed the chronology document as having a distance measure of 0.007. This small distance is well below the warning level, so it did not have an impact on the tutorial. Upon investigation, the reason for the distance was found to be a correction of one of the dates in the chronology.

Two weeks later, another running of the validation report showed very large distance measures for several documents. All the documents from one site had distances in the 1.9-2.3 range, well above the reject level. Further investigation revealed that the owner of the documents had moved to a different site. The original site provided a note that the documents had moved, but did not provide direct links to the new locations. This required updating the tutorial map to point to the new locations for the documents.

In both of these cases, the validation method worked as desired. In the first case, the change to the document was recognized as small enough that the student was not even informed of the difference. In the second case, Wtutor recognized that the documents returned by the original server were not at all what the tutorial author wanted and notified the student of that fact. Without the validation, the student would not necessarily known that the documents returned were not what the tutorial author intended.

Two weeks later, a running of the validation report showed one document with a distance measure of 0.62, again above the reject level. Upon inspection, the document was found to have been updated by the owner. In the course of correcting several typos in the document, the author had significantly reformatted the document. In this case, the
validation method returned a "false positive". The text portion of the document had not changed significantly, but the differences in markup were interpreted by the signature comparison as significant document changes. A student going through the tutorial would have received a warning message that the document might no longer be appropriate for the tutorial, but the document would still have been displayed to the student.

AUTHOR VOLUNTEERED EXAMPLES

In the final case of tracked Web documents, Web document authors were solicited via Usenet postings for participation in the experiment. Prospective participants were asked if they had Web documents that they were planning to update. Dr. Hubert Partl of the Universitaet fuer Bodenkultur in Vienna, Austria volunteered to participate and provided a list of the URLs for his documents. Dr. Partl's documents make up an HTML handbook.

A tutorial map that contained each of the URLs was created and document signatures were taken. Copies of each document were saved at the same time as the document signatures were taken so that actual changes to the documents could be tracked. During a six month study, periodic validation reports were taken to test whether the documents had changed since the initial document signatures were taken. At the same time as the validation reports were done the current versions of the documents were retrieved and compared to the original copies, so that the actual changes could be reviewed and the appropriateness of the resulting distance measure could be evaluated. The URLs for the volunteered set of documents are listed in Table 5, along with two
distance measures for each document. The intermediate distances are from compares done about two months into the measurement period; the final distances are from the compares done at the end of the measurement period.

Table 5  Volunteered WWW document distance measures

<table>
<thead>
<tr>
<th>URL</th>
<th>Intermediate Distance</th>
<th>Final Distance</th>
</tr>
</thead>
<tbody>
<tr>
<td><a href="http://www.boku.ac.at/htmeinf/hein.html">http://www.boku.ac.at/htmeinf/hein.html</a></td>
<td>0.22</td>
<td>0.39</td>
</tr>
<tr>
<td><a href="http://www.boku.ac.at/htmeinf/hein1.html">http://www.boku.ac.at/htmeinf/hein1.html</a></td>
<td>0.30</td>
<td>0.44</td>
</tr>
<tr>
<td><a href="http://www.boku.ac.at/htmeinf/hein2.html">http://www.boku.ac.at/htmeinf/hein2.html</a></td>
<td>0.28</td>
<td>0.50</td>
</tr>
<tr>
<td><a href="http://www.boku.ac.at/htmeinf/hein3.html">http://www.boku.ac.at/htmeinf/hein3.html</a></td>
<td>0.21</td>
<td>0.29</td>
</tr>
<tr>
<td><a href="http://www.boku.ac.at/htmeinf/hein4.html">http://www.boku.ac.at/htmeinf/hein4.html</a></td>
<td>0.10</td>
<td>0.43</td>
</tr>
<tr>
<td><a href="http://www.boku.ac.at/htmeinf/hein5.html">http://www.boku.ac.at/htmeinf/hein5.html</a></td>
<td>0.27</td>
<td>0.44</td>
</tr>
<tr>
<td><a href="http://www.boku.ac.at/htmeinf/hein6.html">http://www.boku.ac.at/htmeinf/hein6.html</a></td>
<td>0.18</td>
<td>0.21</td>
</tr>
</tbody>
</table>

How well do these distance measures reflect the changes that were made to the documents during the measurement period? The first observation is that only one version of the documents exceeds the default rejection level. This is a desirable result, as most of the changes to the documents fell into the categories of markup changes, spelling changes or corrections, rewordings for clarity, or minor additions. For most of the documents, the final versions exceed the warning level. This is primarily due to the number of minor changes that were made to these documents. The final version of hein2.html just reaches the reject level. The reason that this document exceeds the reject level is that it includes some deletions of headings and paragraphs.

The distance measures for the intermediate and final versions of these documents seem appropriate for the differences between these updated versions and the original versions of the documents. Overall, the Wtutor approach to validating documents provides a useful method of verifying that documents still fit within the tutorial.
CHAPTER 6: EVALUATION

The Wtutor environment enables the reuse of World Wide Web materials in tutorials. Using the Wtutor environment, tutorial authors can create tutorials from their own Web documents as well as existing documents found on the Web. Once a tutorial map has been created, the Wtutor environment can be used to lead students through the tutorial. The experience of going through the tutorial is enhanced by the prefetching of documents, which reduces or even eliminates wait time for the student. Finally, the Wtutor environment ensures that the retrieved materials are still appropriate for the tutorial via the validation function.

The prefetching and validation features are needed because the Wtutor approach to creating Web-based tutorials uses the current version of all documents. The advantages and disadvantages of using the current version of documents were discussed in chapters 4 and 5; fortunately, in enough cases the advantages outweigh the disadvantages. This is fortunate because there is not necessarily a good alternative. Unless the owner has given permission, copying a document and presenting it with a different URL for the tutorial could be considered a form of plagiarism, copyright infringement, or both. Presenting a copy of a document as the actual document (that is, with the original URL) when the document with that URL may have changed could be a misrepresentation of the document. This means that if a tutorial is going to reuse existing documents from the
Web, the current version of those documents should be retrieved as the student is going through the tutorial.

Given the set of features that the Wtutor environment provides, how well does the Wtutor environment measure up to an “ideal” Web-based tutorial? Although the Wtutor environment provides the basic functionality needed for a tutorial system, along with some additional beneficial features (such as prefetching and validation), there are several areas in which improvements could be made. These areas include Wtutor's model of student interaction, platform and browser dependence, prefetching and caching algorithms, and tutorial authoring interface.

WTUTOR MODEL OF STUDENT INTERACTION

There is a wide range of possible methods of using the Web for educational purposes. One method would be purely exploratory. In this method, students would be simply turned loose with a subject area and a browser, possibly with a starting point or a search tool, and it would be up to the students to find the relevant materials on the Web. At the other extreme, a totally structured method might have an explicit set of documents, with all movement between documents restricted by the browser and no visiting of documents outside the defined domain. The guided tour method used in the Wtutor system takes the best of these two extremes, providing a defined domain and visitation sequence but also allowing students to take exploratory sidetrips.

The original intent of Wtutor was to encourage exploratory learning by students with nonintrusive guidance from Wtutor. In this exploratory model, the tutorial map
provides the layout of the domain of interest and Wtutor acts as a guide to that domain. Students would proceed through the domain of the tutorial primarily by following links within the documents. Wtutor would highlight links to indicate good choices for the next document to visit. The student would only request help from Wtutor when the student could not decide where to go next, as in the situation where the student comes to a document that has no links to any unvisited materials within the domain. This model did not work as well as hoped, for a number of reasons.

A tutorial is expected to provide a fairly high degree of structure. Generally, a tutorial is expected to be linear, repeatable and consistent. The exploratory model used by Wtutor does not fit these expectations, because students follow their own path through the materials. How the student proceeds can differ too. Using Wtutor, from one document the student may proceed by following an imbedded link within a document, from another the student may follow an explicit "Next" link at the end of the document, from another the student may click on a button, and from another the student may use the "Next" option under the Tutor menu. One effect of this is that it is not necessarily clear to the student which visited documents are part of the tutorial. Both Footprints [Nicol] and Walden's Paths [Shipman] make it very clear if a document is part of the current path or not. These implementations also use explicit mechanisms for all movement along the path.

The consistent model of student interaction provided by the Footsteps and Walden's Paths path implementations is more appropriate for tutorials. The consistency helps remove the uncertainty regarding whether documents are part of the tutorial or not
and reduces the cognitive load on the student, because the student does not have to analyze the links to decide which to select. The Wtutor interface could be changed to better fit the path model without requiring changes to the tutorial map method of describing the tutorial. An example of the type of changes needed is that Wtutor marks a document as visited when the student visits the document, regardless of whether the visit came within the flow of the tutorial. For tutorials, this is probably inappropriate, because documents should be seen in the specified order, even if they have been seen before. Also, the current student interaction model does not allow the tutorial author to specify that a document should be visited more than once. An author may desire to repeat a visit for dramatic effect, or to clarify a point, or to reinforce an important concept.

Another reason that the exploratory approach does not work well in practice is the lack of links between materials created by different authors. Authors tend to create islands of information. While authors often provide good linkage within their own body of work, the links to others' work tend to be more haphazard. Links from an author's materials to related materials authored by others are often not embedded within the content of the documents, but are in separate lists of related materials.

A final reason that the guided, exploratory approach does not work well has to do with the evolution of authoring on the Web. An initial idea behind Wtutor providing guidance was that links to documents that were ready to be visited would be highlighted through use of special colors. In this manner of guidance, the students would gain information from the content and the context of the links that would help illuminate the
relationship between the documents. In the early days of the Web, authors used the
standard markup features provided by HTML. As the popularity of the Web exploded,
more browsers became available and developers of the browsers began adding features to
differentiate their browsers from others. Authors now have much more control over the
appearance of Web pages.

Unfortunately, the concept of highlighting breaks down when document authors
can and do control the display of links. For example, the Wtutor default color for
highlighting links was red; today, some documents on the Web use red as the default color
for all link displays, while other documents specify red as the color for links that have
already been visited. In the first case, the student would be led to believe that all the links
on the current document are good choices to visit next. In the second case, the student
would be led to believe that the documents that are good choices to visit next are those
that have already been visited. In general, colored links cannot be depended on as guides
for navigation purposes.

One way in which tutorial maps significantly differ from other path or guided tour
mechanisms is that alternative paths are allowed. This feature again goes back to the idea
of exploratory learning—students would follow the links that interested them and in the
course of doing so would end up taking one of the alternative paths. In the more directed
structure of the tutorial, alternative paths become less likely to be used, and raise some
questions regarding how the system should deal with them. When the student comes to a
point where alternative paths can be taken, which path should be chosen? In the exploratory model, the student chooses. In the tutorial model, the system must choose.

Wtutor treats alternative paths as equally valid choices. However, the tutorial author may prefer one path over another. The tutorial author may provide an alternative path only for those circumstances when documents in the preferred path are unavailable. The tutorial map should provide a means of identifying explicitly whether alternative paths are equally good choices or if one is preferred over the other.

If the paths within the tutorial are made more linear, with explicit indications of which paths are preferred, the likelihood of successful prefetching becomes higher. For one thing, the more linear the paths are the easier it is to identify which documents to prefetch. For another, linearity reduces the number of documents that might be visited next, so at any point within the tutorial the number of documents requiring prefetching is reduced. This is especially true when prefetching is being done several steps ahead of the student’s current position within the tutorial, as in the throttled prefetching approach.

PLATFORM AND BROWSER DEPENDENCE

Ideally, a student would be able to initiate a Web-based tutorial from the student’s chosen browser on whatever platform the student happens to be using. Rather than needing a specific browser on a particular platform, the student should be able to select a URL that would initiate the tutorial within the student’s browser. This is the primary advantage of the Footprints and Walden’s Paths implementations. Because Footprints and Walden’s Paths use scripts on an intermediate server to implement paths, the paths can be
followed using most Web browsers. But this has two implications. First, all links within
the documents must be modified to invoke scripts on the path server. This means that the
link displays do not match those of the original document. Second, retrieval of documents
is done in two phases: from the source server to the path server and then from the path
server to the browser.

The Wtutor and BRIO [Roscheisen] implementations display documents without
modification (except in the case of BRIO annotations, which are explicitly identified as
modifications to the underlying document). In the Wtutor environment, the documents are
retrieved directly by the browser, so the two-phase retrieval is eliminated. Unfortunately,
this comes at the cost of using a specific browser in both of these implementations.

A primary area for future research is whether it is possible to create a tutorial
system that can be launched from a browser in such a way that the student can continue to
use that browser to read through the documents of the tutorial, and the tutorial system can
track the student’s progress and provide interactive guidance to the student.

PREFETCHING AND CACHING ALGORITHMS

The tutorial map stores pointers (URLs) to the documents that make up the
tutorial. It also stores document signatures for validation purposes. An alternative
approach would be to actually store copies of the documents in the map. This caching of
documents would essentially move the prefetching function up from runtime to creation
time. Wtutor does do some document caching, but only at runtime. Once a document has
been retrieved in Tmosaic it is kept until the cache space is needed for storage of newly retrieved documents.

As mentioned at the beginning of this chapter, storing copies of documents could lead to concerns of copyright, plagiarism, or misrepresentation. However, if the owner of a document explicitly gives permission to make copies of the document, there are benefits to storing a copy of the document.

If the tutorial author is not concerned with possible updates to the documents, then storing copies of the documents would eliminate the need for any validation function, because the documents could be stored as the tutorial author found them at tutorial creation time. It would also eliminate the problem of unavailable documents—anytime the tutorial map could be retrieved, then the documents making up the tutorial would be retrieved. Even more promising would be a hybrid strategy. In this strategy, a copy of the original document would be stored. At runtime, Wtutor would attempt to prefetch the original document. If the prefetch were successful, the retrieved document would be displayed at the appropriate time to the student. If prefetching were unsuccessful, Wtutor could display the copy of the document. This strategy would provide ideal alternative documents, in that the backup document would be the version of the document that the tutorial author originally selected for inclusion in the tutorial. The backup copy could also be used if the retrieved version of the document were found to have changed significantly from the original. Of course, this strategy would significantly increase the storage requirements for tutorial maps.
When prefetching, Wtutor treats all documents alike. Documents are prefetched when Wtutor determines that they are soon likely to be requested by the student. With the increasing popularity of audio and video documents, it may be necessary to reevaluate this approach. Audio and video documents are usually extremely large and take a long time to retrieve. On one hand, this means that prefetching these documents has a high payback to the student in that long delays can be avoided. On the other hand, these documents could consume all of the local cache or consume a lot of disk space. If the documents are indeed visited by the student, then prefetching is a big win, but if the student does not visit the documents, a high price has been paid in terms of network and cache resource consumption.

Some documents may not benefit from being prefetched. For example, RealAudio audio segments are played back as they are retrieved. Prefetching a RealAudio document could lead to the document playing back while the student is still visiting other documents. This would be counter productive in terms of distracting and confusing the student. Even if the playback could be prevented, the streaming nature of such documents means that prefetching probably does not provide a significant benefit.

TUTORIAL AUTHORING INTERFACE

The focus in the development of Wtutor was on the student interface and functionality of the system. An unfortunate consequence of this is that the Wtutor tutorial authoring interface is not very user-friendly. Wtutor uses a command line interface where the commands are Lisp function names. While these commands are fairly mnemonic, they
are also lengthy and require exact syntax. In addition, the map display options are text listings of the map contents. Identifying the relationships between entries in the map is difficult to do. Users have commented on how much they like the functionality of Wtutor, but they have found it difficult to create tutorial maps and have needed assistance from the programmer to create tutorials. The most common request from users has been for a graphical display of the tutorial map.

A graphical user interface (GUI) for the tutorial authoring part of Wtutor would be much more user-friendly and usable. Graphical depiction and editing of the tutorial map would make it much easier to use and understand, both by authors and students. A graphical depiction of the tutorial map which indicated current position within the map would help students understand the scope and structure of tutorial, as well as provide a measure of the student's progress through the tutorial.

FUTURE WORK

Future work on Wtutor will primarily revolve around addressing the shortcomings described in the preceding sections of this chapter, that is, developing a more consistent student interaction model, creating a platform and browser independent version of Wtutor, refinement of the prefetching and caching algorithms, and the creation of a graphical user interface to Wtutor, especially for tutorial authoring. In addition, further work will be done to enhance Wtutor's basic tutorial support, explore retrieval and prefetching issues, and improve on the current validation technique.
ENHANCEMENTS TO BASIC TUTORIAL SUPPORT

In Wtutor tutorial maps the basic unit of granularity is the document represented by a URL. However, many documents have anchors within them that identify the beginning of sections of the documents. A tutorial author may want to include only a subsection of a document in a tutorial. This is not currently possible in Wtutor.

Wtutor currently assumes that once a URL has been visited that it has been read and understood. This is a very simple model of student comprehension. One possible improvement would be to include expected visitation intervals for each document within the tutorial and then measure the students' visitation intervals at the documents. If a student spent either significantly longer or shorter time visiting a document, the system could intervene. What type of intervention would be appropriate?

RETRIEVAL AND PREFETCHING ISSUES

The timing studies conducted for this research were from a fairly small sample. Results from larger samples would be useful to determine whether the results are typical of what students would encounter on the Web in terms of the relationships between retrieval times and visitation times. Studies on a greater number of URLs from a broad selection of Web servers would be very useful.

One assumption of the Wtutor implementation of prefetching is that the retrieval times encountered during creation of the tutorial map are representative of the retrieval times that students will encounter while taking the tutorial. This may not be true, if the students are geographically distributed in locations far removed from that of the tutorial
author. Testing the validity of this assumption requires doing retrieval timings from a number of sites distributed over broad geographic regions.

On the other hand, it may be reasonable to eliminate the need for storing and using timing information altogether. We will be testing the "throttled" prefetching policy, where rather than using timing information to determine when URLs should be retrieved, the system will simply stay a predetermined number of steps ahead of the student. How many steps ahead are required to ensure prefetching of all or most of the documents in a tutorial? Can this number be kept small enough that the system does not prefetch an excessive number of unused documents?

Finally, the implementation of prefetching in Wtutor is a simple single threaded implementation that does not allow interruption by the student. Multithreaded prefetching would be more efficient and effective, and should allow the student full interaction with the current document display in parallel with the retrieval of other documents.

ENHANCEMENTS TO VALIDATION

There are several possible ways in which the signature comparison method used by Wtutor could be improved. The current comparison method looks for exact matching between the normalized versions of the headings within a document. While this method finds all the unchanged headings, it does not recognize the degree of change of those headings which do change. A second step could be added to the heading comparison process to find the degree of match between the changed headings, so that small changes would not be treated as being as significant as large changes.
The current signature comparison method also treats all headings as being of equal significance. However, HTML allows for multiple levels of headings. A change in an `<h1>` heading is probably more significant than a change in an `<h6>` heading. A measure that took into account the heading level would probably be a better measure of the significance of identified changes.

The signature extraction method and signature comparison method in Wtutor are designed to be generally appropriate. However, a tutorial author may reason to use different signatures and comparison methods for particular documents. One way of doing this would be to allow the specification of particular signature methods for documents. A special case where this would be appropriate is in different types of documents. The default signature extraction and comparison methods assume HTML documents; there are many other types of documents that could be included in a tutorial. The signatures and comparison methods for GIF or JPEG documents could borrow from those used in search systems [Jacobs]. Similar document-type specific signatures and comparison methods could be developed for non-HTML text documents such as PDF or PostScript documents.

The possibility of smaller granularity of documents was mentioned earlier. If this were to be implemented, then a corresponding change in the signature extraction method would be appropriate, such that only the relevant subsection of the document would be extracted from to create the signature.

One of the common changes that occurs to documents is that they are moved. When this happens, the documents receive a new URL. Often, the original document is
replaced with a document containing a link to the new location. It could be possible for Wtutor, upon finding a document that had changed extremely, to search the retrieved version of the document for any links and then to retrieve the linked to documents and compare them to the original document signature. If the comparison were very close, Wtutor could assume that the document had moved and that the new location had been found. This could conceivably lead to self-correcting maps, with Wtutor updating the map to point to the new location of the document.

Assuming this could be done, a further step would be to identify documents that have been split up. Upon finding a document that had significantly reduced in size, Wtutor could search for links in the document, follow those links, and then test the retrieved documents for subsets of the original documents signature elements. This would require a sophisticated method of partial matching between the original document and the new documents that potentially comprise the content of the original.
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